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# Introduction

### License spectra2

This software is provided 'as-is', without any expressed or implied warranty. In no event will the author(s) be held liable for any damages arising from the use of this software.

Permission is granted to anyone to use this software for any purpose. If you use this software in a product, an acknowledgment in the product documentation would be deeply appreciated but is not required.

In the case of the spectra2 source code, permission is granted to anyone to alter it, subject to the following restrictions:

* The origin of this software must not be misrepresented; you must not claim that you wrote the original software.
* Altered source versions must be plainly marked as such, and must not be misrepresented as being the original software.
* This notice may not be removed or altered from any source distribution.

### License Honeycomb Rapture

Honeycomb Rapture ©2009

written by Owen Brand

Author does hereby assign conditional rights to Honeycomb Rapture for use in the SPECTRA2 development library. This work may be altered and redistributed if the following guidelines are followed:

* Any re-distribution of Honeycomb Rapture must include reference to the author (Owen Brand) and to the SPECTRA2 libraries.
* Any monetary compensation received by an individual for distributing this or any version of Honeycomb Rapture must be reported to the author (owenbrand@rocketmail.com)

### How it all started

The idea for the initial implementation of SPECTRA was born while I was working on Pitfall!, my first homebrew game for the Texas Instruments TI-99/4A.

During that time I was studying the Colecovision disassembly of the game very closely and I learned that the game called multiple subroutines stored in the consoles’ built-in ROM. Doing some research in the internet revealed that this Colecovision ROM contains a BIOS; a collection of game routines called OS7.

Thanks to the wonderful work of Daniel Bienvenu who documented most of these subroutines, I was able to understand what they were actually for. It inspired me to start working on a similar library for the TI-99/4A Home Computer.

I wanted an open-source library that allows me to concentrate on the development of the game itself, without having to start writing all subroutines from scratch over and over again.

SPECTRA2 takes that approach one step further and acts as a miniature operating system for running homebrew games and software from the cartridge space on the unexpanded TI-99/4A.

The library is designed for minimal memory usage, the main target being the TI-99/4A with its 256 bytes of scratchpad memory.

### Compatibility

SPECTRA2 is a library targeted for cross-development on a PC compatible environment. Even on an older PC, assembly times are so fast that I don’t see much benefit in reusing already assembled object files. I do see some huge benefits in programming TMS9900 assembly on your desktop or netbook:

Besides the fact that you can always carry your development environment with you (e.g. on a USB stick), the biggest advantage for me are the TI-99/4A emulators and their powerful built-in debuggers.

Using such an environment will seriously speed-up your development cycle, while allowing more flexibility.

The source code of SPECTRA2 is compatible with Burrsofts’ Asm994A Assembler V3.008

This great cross-assembler for Windows is not part of SPECTRA2, but can be obtained directly at BurrSoft[1]

The assembler is part of the Win994A emulator package and is considered freeware by the author. For further details and verification please check the license conditions at the mentioned BurrSoft page.

### Serviceable parts inside

The library has been tested to some extent, but comes without any warranties whatsoever. There may still be plenty of bugs inside and if you find any, let me know and I’ll try to fix them.

# The runtime library

### Installation

The installation process is very easy, download the spectra2 zip-file from [**http://www.retroclouds.de/spectra2/spectra2.zip**](http://www.retroclouds.de/spectra2/spectra2.zip) and extract/copy all files to your working directly.

If you want a minimal installation, then it’s sufficient to copy the **runlib.a99** file.

This assembly source file is the core of the library and contains all required equates and subroutines for running your first program.

### Hello world! example

Take a look at the below “Hello World!” program. This is pretty much how the assembly source should be laid out.

We can identify 4 major parts:

* A) The cartridge header
* B) Include required assembly source files
* C) Equates for controlling library startup behaviour
* D) The main program

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

AORG >6000 ; cartridge space >6000 - >7FFF

\*--------------------------------------------------------------

\* A - Cartridge header

\*--------------------------------------------------------------

GRMHDR BYTE >AA,1,1,0,0,0

DATA PROG

BYTE 0,0,0,0,0,0,0,0

PROG DATA 0

DATA RUNLIB

HW BYTE 12 ; # of chars in ‘HELLO WORLD!’

TEXT 'HELLO WORLD!'

\*--------------------------------------------------------------

\* B - Include required files

\*--------------------------------------------------------------

COPY "D:\Projekte\spectra2\tms9900\runlib.a99"

\*--------------------------------------------------------------

\* C - SPECTRA2 startup options

\*--------------------------------------------------------------

SPVMOD EQU GRAPH1 ; Video mode. See VIDTAB for details.

SPFONT EQU FNOPT7 ; Font to load. See LDFNT for details.

SPFCLR EQU >F0 ; Foreground/Background color for font.

SPFBCK EQU >08 ; Screen background color.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* D - Main

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

MAIN BL @PUTAT

DATA >0B0A,HW ; "Hello World!" on row >0B, column >0A

B @TMGR ; Handle FCTN-QUIT key, etc.

END

This example is included as file **example1.a99** in the spectra2 samples directory.

**A) The cartridge header**

The TI cartridge space is in the range from >6000 to >7FFF. It’s important to know that the cartridge header must start at >6000 in order to be recognized as a valid header by the TI Operating System.

For most projects it’s sufficient to change the program title for the TI selection screen. This string has to be prefixed with a length byte and may not contain any lower-case characters.

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

AORG >6000 ; cartridge space >6000 - >7FFF

\*--------------------------------------------------------------

\* Cartridge header

\*--------------------------------------------------------------

GRMHDR BYTE >AA,1,1,0,0,0

DATA PROG

BYTE 0,0,0,0,0,0,0,0

PROG DATA 0

DATA RUNLIB

HW BYTE 12 ; # of chars in HELLO WORLD!

TEXT 'HELLO WORLD!'

The TI cartridge selection screen should look as seen in the screenshot below:

![](data:image/png;base64,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)

**B) Include required files**

Use the COPYdirective to include the spectra2 runtime library **runlib.a99** in your source code. Change the file path so that it matches the directory containing your version of the runlib.a99 file.

\*--------------------------------------------------------------

\* Include required files

\*--------------------------------------------------------------

COPY "D:\Projekte\spectra2\tms9900\runlib.a99"

**C) Equates for controlling library startup behaviour**

The below equate values are used for initializing the TI-99/4A environment. The specified values are inserted in the source code of the spectra2 initialisation routine and video mode table during the assembly process.

\*--------------------------------------------------------------

\* SPECTRA2 startup options

\*--------------------------------------------------------------

SPVMOD EQU GRAPH1 ; Video mode. See VIDTAB for details.

SPFONT EQU FNOPT7 ; Font to load. See LDFNT for details.

SPFCLR EQU >F0 ; Foreground/Background color for font.

SPFBCK EQU >08 ; Screen background color.

* **SPVMOD EQU GRAPH1**

This directive is used for initializing the VDP in graphic mode 1 (32 columns mode). Actually GRAPH1 is the address of the included video mode table. The table is used by the **VIDTAB** subroutine for setting all 7 VDP registers.

See the VIDTAB subroutine on page 70 for further details.

* **SPFONT EQU FNOPT7**

Load the TI-Basic upper and lower case font from GROM and make the font bold. This is handled by the **LDFNT** subroutine.

See the LDFNT subroutine on page 89 for further details.

* **SPCLR EQU >F0**

Set foreground color to white.

* **SPFBCK EQU >08**

Set background color to red.

For further details also refer to the section “Library startup options” on page 21.

**D) The main program**

After the library has completely initialized, it will automatically do a “B @MAIN” for returning control to the main program.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Main

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

MAIN BL @PUTAT

DATA >0B0A,HW ; "Hello World!" on row >0B, column >0A

B @TMGR ; Handle FCTN-QUIT key, etc.

END

* **BL @PUTAT**

By calling PUTAT with the specified “DATA >0B0A,HW” statement, the cursor is set to row >0B, column >0A. It then displays the length-byte prefixed string ‘HELLO WORLD!’, which was also used in the cartridge header.

See the PUTAT subroutine on page 92 for details on how to display a string.

* **B @TMGR**

Control is now handed over to TMGR, the thread scheduler. This subroutine is the main-loop for all programs using the spectra2 library. It does many tasks, such as scanning the keyboard, handling FCTN-QUIT, running speech & sound player, etc.

See the thread scheduler section on page 42 for further details.

* **END**

The assembler END directive.

### Library initialisation

The initialisation subroutine **RUNLIB** is the entry point into the spectra2 library. This subroutine is normally called via a “**B @RUNLIB**” upon program start.

If the program is in the cartridge space, then RUNLIB gets called when the corresponding option is chosen from the TI cartridge selection screen. For this to work, it’s required that the address of RUNLIB is used in the cartridge header.

**See the “Hello World!” program on page 14 for an example.**

The tasks done by RUNLIB are:

1) Disable interrupts and set workspace to >8300.

2) Clear CPU scratch-pad memory from >8306->83FF.

3) Set random seed and determine if VDP handles PAL or NTSC.

4) Copy machine code into scratch-pad memory.

5) Determine TI-99/4A operating system version.

6) Initialize used registers, set defaults and mute the sound generators.

7) Setup VDP registers, clear 16K of VRAM, load color table and startup font.

9) Jump into the main program via “**JMP MAIN**”.

Now let’s take a look at all these steps in detail:

**1) Disable interrupts and set workspace to >8300.**

To avoid any conflicts with the ISR routine in the consoles’ OS, interrupts are disabled. The register workspace is then set to the top of scratchpad memory (>8300).

**2) Clear CPU scratchpad memory from >8306 - >83FF.**

In the previous step the workspace was set to >8300. We now clear all scratch-pad memory starting at >8306 (location of register R4).

**3) Set random seed and determine if VDP handles PAL or NTSC.**

The init routine copies the random seed set by the monitor OS into its proper memory location. Additionally the init subroutine now determines if the VDP is a PAL or NTSC version. It does that by continuously checking the VDP interrupt flag while running a loop counter.

The result of the test (PAL or NTSC) is stored in bit 12 of the CONFIG register (R12).

Note that this step uses registers R1-R3 for temporary storage.

**See the VDP Programmers Guide[1] for further details on the VDP interrupt flag.**

**4) Copy machine code into scratch-pad memory.**

In this step 6 bytes of machine code are copied into the scratch-pad memory location >8320. The machine code is mainly used for speeding up the filling and copying of large memory blocks between CPU and VDP memory. Having this code in scratch-pad memory reduces wait-states.

**See Thierry Nouspikel’s Technical pages[2] for further details on scratch-pad memory and the multiplexer.**

**5) Determine TI-99/4A operating system version.**

The GROM memory in the TI-99/4(A) console is scanned to determine the operating system version.

The result is stored in bit 10 of the CONFIG register.

If the OS can’t be determined, then spectra2 assumes it’s running on an unsupported platform.

It’s important to know, that spectra2 doesn’t support the original TI-99/4 (without a) Home Computer.

**This step will exit to the TI title screen if an unsupported system such as the TI-99/4 is detected.**

**6) Initialize used registers, set defaults and mute the  
sound generators.**

* The registers R1-R3 used in the previous steps are now cleared.
* The stack register (R9) is loaded with address >8400 (that’s outside scratch-pad memory. You need to do a “DECT STACK” first).
* The register R15 is loaded with the address of the VDP data write port.
* All sound generators are muted.

**7) Setup VDP registers and clear 16K of VRAM.**

* All VDP registers are set according to the values in the specified video mode table. This is handled by calling the VIDTAB subroutine using the specified equates.
* The 16K of VRAM gets cleared.
* The color table is loaded into VRAM using the specified equates.
* The startup font is loaded into VRAM using the specified equates.

See the Library startup options on page 21 for further details on the equate values to use.

**8) Hand-over control to MAIN**

The initialisation has completed and control is given to the MAIN subroutine by issuing a “B @MAIN”.

Note that register R0 is not cleared during the library initialisation. This can be useful for passing-through a value from your custom pre-init routine to MAIN.

See file **“/samples/example6.a99”** foran example.

## Library startup options

There are a few equates that must be set in the main source file. They control the spectra2 startup options such as:

VDP video mode, font style, etc.

|  |  |
| --- | --- |
| **Equate** | **Description** |
| SPVMOD | Address of video mode table to use on startup.  Use GRAPH1 for 32 columns mode (with sprites). Use TXTMOD for 40 columns mode (no sprites).  It’s also possible to use your own video mode table. |
| SPFONT | Built-in system font to load on startup.  Note that there are no fonts included in RUNLIB.  The fonts are loaded into VDP memory from the GROMs in the TI-99/4A console.  Possible values to use are:  NOFONT ; Do not load font on startup  FNOPT1 ; Load TI title screen font  FNOPT2 ; Load upper case font  FNOPT3 ; Load upper/lower case font  FNOPT4 ; Load lower case font  FNOPT5 ; Load TI title screen font & make fat  FNOPT6 ; Load upper case font & make fat  FNOPT7 ; Load upper/lower case font & make fat  FNOPT8 ; Load lower case font & make fat |
| SPFCLR | Foreground and background color for textmode  This value goes into VDP#register 7 when using a textmode video table. The SPFCLR equate is not used in any of the graphics video mode tables. |
| SPFBCK | Background color for graphic modes.  This value goes into VDP#register 7 when using a graphics video mode table. The SPFBCK equate is not used in the TXTMOD video mode table. |

For further details see documentation on VIDTAB (page 70) and LDFNT (page 89).

### Reset to TI title screen

You can safely exit the program and return to the TI title screen, by setting register R1 to >FFFF and doing a “**B @RUNLI1**”. The advantage over a “BLWP @>0000”, is that scratchpad memory gets properly cleared first.

SETO R1

B @RUNLI1 ; Exit to title screen

### Scratch-pad memory setup

The TI-99/4A has 256 bytes of memory on the motherboard, which is referred to as “scratch-pad” memory. It has the address range >8300 - >83FF and is on the 16-bit bus. It can be accessed without wait states and is really fast compared to the memory on the 8-bit bus (e.g. 32K memory expansion). You should use scratch-pad memory where possible.

Of the 256 bytes available, spectra2 uses 60 bytes for storing the register workspace and all variables it needs for housekeeping tasks, etc.

Depending on the features used, some memory can be recovered and used for other purposes. This is controlled by multiple flags in the CONFIG register.

Let’s take a detailed look at each of the used memory locations.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F | |  | | --- | |  | |  |
| >8300 | A | | | | | | | | | | | | | | | | Register workspace >8300 - >8327 | |
| >8310 |  |  |
| >8320 | B | | | | | | | | C | | D | | E | | F | | Machine code & runtime variables  >8328 - >833B | |
| >8330 | G | | H | | I | | J | | K | | L | |  |  |  |  |
| >8340 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >8350 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >8360 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >8370 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >8380 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >8390 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >83A0 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >83B0 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >83C0 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >83D0 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >83E0 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| >83F0 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| A | Register workspace | | | | |  |  |  |  |  | >8300 - >831F | | | |  |  | 32 |  |
| B | Machine code for loops/speech/... | | | | | | | |  |  | >8320 - >8327 | | | |  |  | 8 |  |
| C | PNT BASE address | | | |  |  |  |  |  |  | >8328 - >8329 | | | |  |  | 2 |  |
| D | Cursor YX position | | | | |  |  |  |  |  | >832A - >832B | | | |  |  | 2 |  |
| E | Timers: Address of timer table | | | | | | |  |  |  | >832C - >832D | | | |  |  | 2 |  |
| F | Timers: Address of user hook | | | | | | |  |  |  | >832E - >832F | | | |  |  | 2 |  |
| G | Timers: Internal use | | | | |  |  |  |  |  | >8330 - >8331 | | | |  |  | 2 |  |
| H | Virtual keyboard flags | | | | | | |  |  |  | >8332 - >8333 | | | |  |  | 2 |  |
| I | Sound player: Address of tune | | | | | | |  |  |  | >8334 - >8335 | | | |  |  | 2 |  |
| J | Sound player: Internal use | | | | | |  |  |  |  | >8336 - >8337 | | | |  |  | 2 |  |
| K | Speech player: Address of LPC data | | | | | | | |  |  | >8338 - >8339 | | | |  |  | 2 |  |
| L | Seed for random subroutine | | | | | | | |  |  | >833A- >833B | | | |  |  | 2 |  |
|  | **Size in bytes** | | |  |  |  |  |  |  |  |  |  |  |  |  |  | **60** |  |

**A) Register workspace (>8300 - >8319)**

There are only 3 hardware registers in a 9900 CPU: PC (program counter), WP (workspace pointer), ST (status register). All other registers are stored in CPU memory.

That is why we need 32 bytes of scratchpad-memory for holding the 16 (16-bit) registers R0-R15.

See section “Register usage” on page 31 for further details.

**B) Machine code (>8320 - >8327)**

The below 8 bytes of machine code are copied into scratchpad memory >8320 upon library startup. The machine code is mainly used for speeding up loops. It’s used by several spectra2 low-level routines (e.g. CPYM2V)

You can use the “tight-loop” routine for your own purpose by overwriting 2 bytes of machine code at >8320. Note that the routine should be called with BL @>8320. It expects TMP2 (R6) to contain the number of times the loop should be executed.

\*--------------------------------------------------------------

\* ; Machine code for tight loop.

\* ; The MOV operation at MCLOOP must be injected by the

\* ; calling routine.

\*--------------------------------------------------------------

\* DATA >???? ; \ MCLOOP MOV ...

MCCODE DATA >0606 ; | DEC R6 (TMP2)

DATA >16FD ; | JNE MCLOOP

DATA >045B ; / B \*R11

When running the speech player (SPPLAY), the following 4 bytes of machine code get copied to >8320, overwriting part of the “tight loop” code. The tight loop code is automatically restored upon player exit.

\*--------------------------------------------------------------

\* ; Machine code for reading from the speech synthesizer

\* ; The SRC instruction takes 12 uS for execution in scratchpad RAM.

\* ; Is required for the 12 uS delay. It destroys R5.

\*--------------------------------------------------------------

SPCODE DATA >D114 ; \ MOVB \*R4,R4 (TMP0)

DATA >0BC5 ; / SRC R5,12 (TMP1)

**C) PNT base address (>8328 - >8329)**

This memory location holds the address of the Pattern Name Table (PNT) in VRAM. The PNT table in VRAM contains all tiles to display on screen.

The address is automatically set by spectra2 if a video mode table is loaded with the VIDTAB subroutine and is used by many of the VDP subroutines included in the library (e.g. YX2PNT).

**Equates**

WBASE EQU >8328 ; 02 - PNT base address

You can also manually set the (using the WBASE equate) for creating multiple “virtual” screens. Basically you’d set it to a VDP memory location outside the window addressed by the VDP#2 write-only register.

You can then use all available spectra2 subroutines for drawing the screen.

For instant display, you then only have to switch the VDP#2 write-only register to the new address.

Please refer to the VDP Programmer’s Guide page for further details on the Pattern Names Table.

**D) Cursor YX position (>832A - >832B)**

This is the memory address used for holding the cursor position. There is no real cursor in spectra2, but many VDP routines in the library use this location for calculating the VRAM target address of the corresponding PNT entry.

**Equates**

WYX EQU >832A ; 02 - Cursor YX position

BY EQU WYX ; Cursor Y position

BX EQU WYX+1 ; Cursor X position

Note that the cursor position always starts with Y=0, X=0. So if you want to display something on row 6, column 10 you would load >0509 into memory location @WYX.

Here’s an example on how to use the cursor for displaying the string “Hello World!” on row 6, column 10.

TEST1 LI R0,>0509 ; Row 6, column 10  
 MOV R0,@WYX ; Load cursor

BL @PUTSTR ; Display string

DATA HW ; String to display

JMP $ ; Soft-halt

HW BYTE 12

TEXT ‘HELLO WORLD!’

**E) Timers: Address of timer table (>832C - >832D)**

This memory address points to a table in CPU memory that contains required base data when running timers. You normally fill the timer table by using the MKSLOT routine.

**Equates**

WTITAB EQU >832C ; 02 - Address of timer table

See section “Thread Scheduler” on page 43 for further details.

**F) Timers: Address of user hook (>832E - >832F)**

This memory address contains the address of the user hook, a user-supplied subroutine that is executed **at least** every 1/60th (NTSC) or 1/50th (PAL) of a second.

The idea is that you use the user hook for stuff that isn’t bound to the VDP interrupt.

**Equates**

WTIUSR EQU >832E ; 02 - Address of user hook

See section “Thread Scheduler” on page 43 for further details.

**G) Timers: Internal use (>8330 - >8331)**

Used by the Thread Scheduler subroutine (TMGR) for storing internal variables.

**Equates**

WTITMP EQU >8330 ; 02 – Internal use

See the “Thread Scheduler” section on page 43 for further details.

**H) Virtual keyboard flags (>8332 - >8333)**

This memory location holds 16 1-bit flags, representing the keys pressed on the spectra2 virtual keyboard. That is when calling the VIRTKB subroutine.

**Equates**

WVRTKB EQU >8332 ; 02 – Virtual keyboard flags

See the “Virtual keyboard” section on page 52 for further details.

**I) Sound player: Address of tune (>8334 - >8335)**

Points to a table in CPU memory or VRAM containing the the sound list data for playback with the built-in sound player routine (SPPLAY).

**Equates**

WSDLST EQU >8334 ; 02 – Tune address

See the “Sound & speech subroutines” section on page 103 for further details.

**J) Sound player: Temporary use (>8336 - >8337)**

Contains some internal variables used by the sound player routine (SDPLAY).

**Equates**

WSTMP EQU >8336 ; 02 – Tune address

See the “Sound & speech subroutines” section on page 103 for further details.

**K) Speech player: Address of LPC data (>8338 - >8339)**

The spectra2 library offers the possibility to playback speech samples, when a speech synthesizer is connected to the TI-99/4A console. Speech samples are encoded in LPC format (Linear Predictive Coding) and must be stored in CPU memory for playback with the SPPLAY subroutine.

This memory location holds the address of the LPC data stream.

**Equates**

WSPEAK EQU >8338 ; 02 – Address of LPC data

See the “Sound & speech subroutines” section on page 103 for further details.

**L) Seed for random subroutine (>833A - >833B)**

For generating pseude-random numbers we need a seed value. The WSEED memory location is automatically setup by the spectra2 initialisation routine. It copies the seed value set by the monitor OS.

**Equates**

WSEED EQU >833A ; 02 – Seed for random subroutine

See the RND subroutine on page 123 for further details.

### Register usage

The 16 available registers play a very important role when using the spectra2 library. Some of the registers have a special purpose, e.g. for passing parameters or speeding-up memory access.

Let’s take a detailed look at each of the registers.

* **General purpose registers (R0 … R3)**

The registers R0 – R3 aren’t used by any of the subroutines in the spectra2 library.

With the only exception being that registers R1-R3 are used during the library initialisation. Nonetheless, once your program (MAIN) takes over, you’ll have R0-R3 to your exclusive disposal.

* **Temporary registers (R4 … R8)**

The registers R4 … R8 are registers used for temporary storage of parameters, counters, etc.

These registers should never be addressed with their  
R4 … R8 label.

Instead they should be referred to using the TMP0 … TMP4 label.

**Equates**

TMP0 EQU R4 ; Temp register 0

TMP1 EQU R5 ; Temp register 1

TMP2 EQU R6 ; Temp register 2

TMP3 EQU R7 ; Temp register 3

TMP4 EQU R8 ; Temp register 4

**Keep in mind, that when calling any of the spectra2 subroutines, it is likely that some or all of the temporary registers will be destroyed.**

* **The stack pointer or temporary register TMP5 (R9)**

Now for sure you already know that there is no hardware stack pointer in a TMS9900 CPU. As a workaround the stack pointer can be simulated by using the general purpose register R9.

Depending on your requirement you should use one of the below equates:

**Equates**

STACK EQU R9 ; Stack pointer

TMP5 EQU R9 ; Temp register 5

Note that when the runtime library gets initialized, R9 is loaded with the value >8400.

Please refer to page 40 for further details on stack usage.

If you decide not to use a stack, then you can use R9 as temporary register **TMP5**.

* **Highest slot in use & internal counter for timers (R10)**R10 is exclusively used by the thread scheduler.
  + The high byte of R10 keeps track of the highest slot used in the thread scheduler timer table.
  + The low byte of R10 is the thread scheduler tick counter and is updated every 1/50th (VDP) or 1/60th (NTSC) of a second.

Please refer to page 43 for further details on the thread scheduler.

* **Subroutine return address (R11)**

Contains the subroutine return address when issuing a branch-and-link **"BL xxxx".**

* **The CONFIG register (R12)**

R12 is the spectra2 configuration register. It’s used for storing 16 individual status flags and should be referenced using the CONFIG label.

**Equates**

CONFIG EQU R12 ; SPECTRA configuration register

Please refer to page 37 for further details on the bit flags available in the CONFIG register.

* **Copy of VDP status byte & counter for sound player (R13)**

R13 is exclusively used by spectra2:

* + The high byte of R13 contains a copy of the VDP status register byte. The byte is continuously copied by the TMGR thread scheduler.
  + The low byte of R13 is used as an internal counter when the sound player is running.

**Equates**

BVDPST EQU WS1+26 ; Copy of VDP status register (HI byte R13)

* **Copy of VDP register #0 and VDP register #1 (R14)**R14 is exclusively used by spectra2.
  + The high byte of R14 contains a copy of VDP write-only register #0.
  + The low byte of R14 contains a copy of VDP write-only register #1.

**Equates**

VDPR01 EQU R14 ; Copy of VDP#0 and VDP#1 bytes

VDPR0 EQU WS1+28 ; High byte of R14. Is VDP#0 byte

VDPR1 EQU WS1+29 ; Low byte of R14. Is VDP#1 byte

This register is used for easily doing bit-operations when setting/getting current video mode, sprite magnification, etc.

See the sections “VDP low level subroutines” on page 65 and “VDP tiles & patterns subroutines” on page 88 for further details on the available VDP support routines.

* **VDP write address or temporary register (R15)**

R15 contains the address of the VDP read or write port. By storing the port address in the register, it’s possible to write more compact and faster code. The VDP low-level routines in spectra2 use this register a lot.

**Equates**

VDPRW EQU R15 ; Contains VDP read/write address

TMP6 EQU R15 ; Temp register 6

VDPR EQU >8800 ; VDP read data window address

VDPW EQU >8C00 ; VDP write data window address

VDPS EQU >8802 ; VDP status register

VDPA EQU >8C02 ; VDP address register

Note that when a spectra2 VDP low-level routine is called, it will load R15 with VDPW or VDPR depending if writing or reading.

It’s also possible to use R15 as temporary register TMP6. However you’ll have to ensure, that R15 is reloaded with the correct VDP write or read address before calling any of the VDP subroutines.

### Equates & constants

A large set of equates is included in the library source code.

Please use the equates instead of the corresponding values where possible.

That way, the migration to a new spectra2 release will be less cumbersome.

In particular equates exist for:

* Registers
* Temporary registers (R3-R9)
* Hi- or Lo- byte of all registers (R0-R15)
* Stack pointer (R9)
* Special purpose registers (R10-R15)
* Bit-level operations
  + All flags in the config register (R12)
  + Bit 0-15 of a word
* Spectra2 routines & parameters
  + Virtual keyboard
  + Sound player options
  + Speech player options
* Spectra2 memory
  + Cursor YX position
  + Task scheduler variables
  + Virtual keyboard, Sound/Speech player
  + …
* Hardware
  + VDP & sound addresses
  + GROM, Speech, etc.

The spectra2 library also includes some constants

* + For setting bits 0-15 of a word
  + For loading a byte with decimal value 0-9

For further details please check the runlib.a99 file (spectra2 source code).

# The config register

### Introducing the CONFIG register

Many of the features in spectra2 are controlled by 16 individual bit flags of the configuration (CONFIG) register. This is currently mapped to R12 but that might change in the future. Therefore please use the CONFIG label instead.

**Equates**

CONFIG EQU R12 ; SPECTRA configuration register

The reason why we use a register instead of a memory location, is that a register allows for easy bit compare and manipulation.

0 1 2 3 4 5 6 7 8 9 A B C D E F

| | | | | | | | | | | | | | | |

| | | | | | | | | | | | | | | +-- 15 Sound player: tune source (1=ROM/RAM, 0=VDP)

| | | | | | | | | | | | | | |

| | | | | | | | | | | | | | +---- 14 Sound player: repeat tune

| | | | | | | | | | | | | |

| | | | | | | | | | | | | +------ 13 Sound player: enabled

| | | | | | | | | | | | |

| | | | | | | | | | | | +-------- 12 VDP9918 latched sprite collision flag

| | | | | | | | | | | |

| | | | | | | | | | | +---------- 11 Keyboard: ANY key pressed

| | | | | | | | | | |

| | | | | | | | | | +------------ 10 \*\*free\*\*

| | | | | | | | | |

| | | | | | | | | +-------------- 9 Timer: Kernel thread enabled

| | | | | | | | |

| | | | | | | | +---------------- 8 Timer: Block kernel thread

| | | | | | | |

| | | | | | | +------------------ 7 Timer: User hook enabled

| | | | | | |

| | | | | | +-------------------- 6 Timer: Block user hook

| | | | | |

| | | | | +---------------------- 5 Speech player: speech synthesizer found

| | | | |

| | | | +------------------------ 4 Speech player: busy

| | | |

| | | +-------------------------- 3 Speech player: enabled (\*)

| | |

| | +---------------------------- 2 VDP9918 version (1=PAL/50, 0=NTSC/60) (\*)

| |

| +------------------------------ 1 F18A found

|

+-------------------------------- 0 Subroutine state flag

(\*) = Read-only flag. Set by RUNLIB subroutine

### The subroutine state flags

Bit 0 in the CONFIG register are used to control the behaviour of some of the subroutines in the spectra2 library. They can be seen as toggles that turn certain features on/off.

The MKNUM subroutine for example uses bit 0 in the CONFIG register to determine if the converted number should be displayed on screen.

You can use bit 0 of the CONFIG register for your own purposes. Just keep in mind that they may be overwritten when calling some of the spectra2 subroutines.

For further details please check the runlib.a99 file (spectra2 source code).

# The stack

### Introducing the stack

Now for sure you already know that there is no hardware stack pointer in a TMS9900 CPU. As a workaround the stack pointer can be simulated by using one of general purpose registers.

In its current release spectra2 uses register R9 as stack pointer, that might change in a future release. Please use the STACK equate instead of R9.

**Equates**

STACK EQU R9 ; Stack pointer

TMP5 EQU R9 ; Temp register 5

The stack grows toward low memory. **It means you have to decrease the stack pointer before pushing a value on the stack.**

MYSUB DECT STACK   
 MOV R11,\*STACK ; Push R11

DECT STACK

MOV R0,\*STACK ; Push R0

DECT STACK

MOV R1,\*STACK ; Push R1

...

B @POPR1 ; Pop R1,R0,R11 and return to caller

When the runtime library gets initialized, the STACK pointer (R9) is loaded with >8400, that is just above scratch-pad memory. By issuing a “DECT STACK” before pushing, we get to address >83FE which is the highest address in scratch-pad memory. Did I mention that >8400 is the address of the sound port? You’ll get strange results when trying to push a value to that address...

### The POPR(0-3) and POPRT subroutine

Instead of writing inline code upon subroutine exit, you can branch to the POPR(0-3) subroutine to pop the registers from the stack and return to the calling program.

If for example, you pushed registers R11, R0, R1 & R2 on the stack, you would do a “B @POPR2” to pop the registers and exit your subroutine.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* POPR. - Pop registers & return to caller

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* B @POPRG.

\*--------------------------------------------------------------

\* REMARKS

\* R11 must be at stack bottom

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

POPR3 MOV \*STACK+,R3

POPR2 MOV \*STACK+,R2

POPR1 MOV \*STACK+,R1

POPR0 MOV \*STACK+,R0

POPRT MOV \*STACK+,R11

B \*R11

### spectra2 stack usage

It’s important to know, that none of the routines in the spectra2 library internally make use of the stack. This is a major difference compared to the initial spectra release, which fully relied on the presence of a stack.

The reason for this change, is that spectra2 is targeting the unexpanded TI-99/4A with its 256 bytes of scratch-pad memory. We don’t want to waste any memory and instruction cycles on pushing/popping values from the stack.

That for sure doesn’t mean that a stack is bad. As a matter of fact, based on the complexity of your game project, it’s probably a good idea to use a stack. That is especially true if you have a bunch of nested calls.

You can use R9 as temporary register **TMP5,** if you decide not to use a stack.

# Threads

### The thread scheduler

When writing arcade games, one is faced with the difficulty of having to control different things at the same time. You have to read the keyboard, move sprites, draw the screen, run some game logic, … all at the same time.

For your game to run fluently, you have to ensure that all of this is handled in a short time frame.

Now even though TMS9900 assembly language is lightning fast, it can be very cumbersome writing such routines.

To help with that, a thread scheduler (TMGR) is included in spectra2. Basically the scheduler acts as your programs’ main loop, periodically calling the subroutines you specify.

In order for this to work, the scheduler expects that the called subroutine will end in a timely matter. However, it can’t enforce it. **A poorly designed subroutine may “hang” your game while consuming all of the CPU time for itself.**

The thread scheduler itself synchronizes with the VDP interrupt flag.

It means that -in best case- a thread can be executed every 1/60th (NTSC) or 1/50th (PAL) of a second.

For some tasks (e.g. sprite coincidence detection) this may be too slow.

That is why the thread scheduler offers the possibility to call a “kernel thread” and a “user hook” each time it reads the VDP status register.

The kernel thread is responsible for controlling the built-in music player and virtual keyboard.

The speech player is controlled by code embedded in the thread scheduler itself. This is to obtain the best possible performance. Note that some of the bit-flags in the CONFIG register control the behaviour of the speech player, kernel thread, etc.

The below schema shows the thread scheduler workflow:

(A) +--------------------------+ (B)

................................> | Read VDP status register | <.......................

. +-------------.------------+ .

. | .

. VDP int flag set? .

. | .

. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ .

. Y | | N .

. | | .

. +-------------.------------+ Speech player on? .

. | Do internal housekeeping | | . F

. | | +---------.---------+ . A

. | \* Unblock kernel thread | | Run speech player | . S

. | \* Unblock user hook | +---------.---------+ (\*) . T

. | \* Update tick counter | | .

. +-------------.------------+ Kernel thread unblocked/enabled? .

. | | .

. +---------.--------+ +--------.--------+ .

. | Update slot data | <............ | Set block flag | .

. | counter, etc. | . | and run | .

. +---------.--------+ . | kernel thread | .

. | . +--------.--------+ (\*) .

. Internal counter = target count in slot? . | .

. | . User hook unblocked/enabled? .

. +-----.-----+ . | .

. | Run slot | . +-------.-------+ .

. +-----.-----+ (\*) . | Run user hook | .

. | . +-------.-------| (\*) .

. Last slot done? . . .

. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_ . ........>.........

. Y | | N .

. | | .

. +-----.------+ +------.------+ .

. | Reset tick | | Prepare for | .

. | counter | | next slot | .

. +-----.------+ +------.------+ .

. . . .

....<...... ......>.....

(A) = Executed once per frame (1/60th for NTSC, 1/50th for PAL)

(B) = User hook repeats until blocked from within user hook code.

Kernel thread (sound player, keyboard scan) runs once per frame.

(\*) = Skipped depending on result of previous check

### The timer table

The scheduler requires a work table in CPU memory for keeping track of the threads, when to fire, etc.

It’s the programmers’ responsibility to make sure there is enough free CPU memory for holding this table.

**Make sure the table is properly initialized with >00 bytes, otherwise the thread scheduler may interpret memory as an allocated slot, execute this garbled slot and lock the computer.**

You have to store the address of the table at memory location @WTITAB, as seen in the next example:

...

MOV @MYTAB,@WTITAB ; Setup address of timer table

BL @MKSLOT

DATA >0002,MVBOX,EOL ; Create new timer slot

B @TMGR ; Start thread scheduler

MYTAB DATA >8350 ; Timer table address

For each running thread a timer slot must be allocated.   
A timer slot consists of 4 bytes and the initial setup is normally done by using the MKSLOT subroutine.

|  |  |  |
| --- | --- | --- |
| **BYTE 0-1** | **BYTE 2** | **BYTE 3** |
| Thread address | Interval | Internal tick counter |

**Thread** This is the address of the subroutine that will be called by the thread scheduler when the slot is fired.  
**An empty slot must contain >0000 in BYTE 0-1**.

**Interval**  Determines at what interval the slot should be fired. This interval must be specified in ticks per second.  
**On a NTSC console we have 60 ticks per second.   
On a PAL console we have 50 ticks per second.**

**Internal counter** Is an internal counter used by the thread scheduler to keep track about when the slot should be fired.

### Highest slot in use

The thread scheduler must know how many slots it needs to handle.  
This is controlled by the most signifcant byte of register R10.

Note that register R10 is set to 0 when the library is initialized. It means that by default only slot 0 gets executed.

In the below example, the highest slot in use is set to 2.

START LI R10,>0200 ; Set highest slot to 2

### The kernel thread

Both the built-in music player and the scanning of the virtual keyboard is handled transparantly by a background thread called the “kernel thread”. You do not need to allocate a timer slot for it.

The kernel thread automatically runs once per frame. This is controlled by the “thread block flag”. That’s bit 8 in the CONFIG register. This block flag is set by the kernel thread upon exit and is reset by the thread scheduler once the next frame is reached.

The kernel thread feature can be completely turned off by resetting the “thread enabled” flag, that’s bit 9 in the CONFIG register. However in that case there will be no automatic sound player and keyboard scanning.

Use the below code for turning off the kernel thread:

START SZC @WBIT9,CONFIG ; Turn off kernel thread

B @TMGR

### The user hook

Calling a subroutine once per frame may be insufficient for certain tasks. That’s especially the case if you want to reliably scan some of the VDP status register flags (e.g. coincidence detection, 5th sprite in a row, etc).

This is where the user hook comes to the rescue: Once loaded it will execute (using BRANCH!) each time the VDP status register is read.

The user hook is turned off by default, this is controlled by the “user-hook enabled” flag (bit 7 in the CONFIG register.).

The easiest way to setup a user hook, is by using the MKHOOK subroutine. **Note that spectra2 only supports 1 user hook.**

You can delay the next execution until the next frame is reached, by setting the “block user-hook” flag in your hook code (bit 6 in the CONFIG register).

**To exit the user hook code and return to the thread scheduler, you have to issue a** “**B @HOOKOK**”.

In the below example, a user hook is defined for checking the coincidence status flag. The thread scheduler automatically copies the value of the VDP status register into the high byte of R13.

BL @MKHOOK ; Prepare user hook

DATA COINC

GAME2 B @TMGR

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* User hook - Check for coincidence

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

COINC COC @WBIT2,R13 ; Coincidence bit set ?

JNE COINCZ ; No, exit

…

COINCZ B @HOOKOK ; Back to thread scheduler

### Support routines

Following subroutines are available for dealing with threads:

* **TMGR**The TMGR subroutine is the entry point into the thread scheduler. It should be started with a “**B @TMGR**” after initialisation in the main program has completed.

Make sure you checked the below before initiating TMGR, it will save you a lot of time searching for program crashes:

* + Memory address WTITAB (2 bytes) set with address of your timer table.
  + Timer table initialized with >00 bytes.
  + Memory address BTIHI (1 byte!) set with highest timer slot in use.
* **MKSLOT**The MKSLOT subroutine is used for allocating new timer slots. It allows you to allocate non-sequential slots, e.g. allocate slots 0,3,4,7 (without touching slots 1,2,5,6).If you have many slots to allocate at once, then you could copy a preset slot table from ROM to RAM without using the MKSLOT subroutine.  
  Please refer to page 116 for further details.
* **CLSLOT**Use the CLSLOT subroutine to remove a single running slot.  
  Please refer to page 118 for further details.
* **MKHOOK**The MKHOOK subroutine is used for allocating a user hook.   
  Please refer to page 120 for further details.
* **KERNEL**The KERNEL subroutine runs as a thread and is responsible for running the sound player and reading the virtual keyboard. You should normally not call this subroutine from your program, it’s automatically called by spectra2.

Please refer to page 119 for further details.

### Support equates

Following equates are available for dealing with threads:

\*--------------------------------------------------------------

\* Equates for scratchpad memory locations

\*--------------------------------------------------------------

WTITAB EQU >832C ; 02 - Timers: Address of timer table

WTIUSR EQU >832E ; 02 - Timers: Address of user hook

WTITMP EQU >8330 ; 02 - Timers: Internal use

\*--------------------------------------------------------------

\* Equates for CONFIG register

\*--------------------------------------------------------------

ENUSR EQU >0100 ; bit 7=1 (Enable user hook)

ENKNL EQU >0040 ; bit 9=1 (Enable kernel thread)

### Register usage

R10 is exclusively used by the thread scheduler:

* The high byte of R10 keeps track of the highest slot used in the thread scheduler timer table.
* The low byte of R10 is the thread scheduler tick counter and is updated every 1/50th (VDP) or 1/60th (NTSC) of a second.

### Exiting a thread

There are many ways how one can exit a thread. Let’s look at some of the possibilities:

**B \*R11**

Use “B \*R11” (2 bytes of machine code) to exit a thread and return to the thread scheduler if you didn’t use any BL (Branch-and-link) instruction in your thread code.

THREAD1 BLABLA ; Some statements

…

B \*R11 ; Exit thread (2 bytes)

**B @SLOTOK**

Use “B @SLOTOK” (6 bytes of machine code) to exit a thread and return to the thread scheduler if you use a BL to call a subroutine from your thread.

THREAD1 BLABLA ; Some statements

BL @MYSUB1 ; Call some routine. R11 is overwritten

B @SLOTOK ; Exit thread (6 bytes)

**Save return address in other register**

As an alternative you can save a copy of R11 and work with that. Remember that R0-R3 are not used by spectra2 so they are good candidates.

THREAD1 MOV R11,R0 ; Save copy of R11 (2 bytes)

BL @MYSUB1 ; Call some routine. R11 is overwritten

B \*R0 ; Exit thread (2 bytes)

**Save return address on stack**

If you decide to set-up a return stack, you can do so by using the STACK register (R9). The STACK register is initialised to >8400 upon library initialisation. Use the POPRT subroutine to pop the return address from the stack and return.

THREAD1 DECT STACK ; Set stack pointer (R9)

MOV R11,\*STACK ; Save return address on stack

BL @MYSUB1 ; Call some routine. R11 is overwritten

B @POPRT ; Pop R11 from stack and return to caller

**Example**

In the next example, we start a thread for showing the blinking message ‘HELLO WORLD!’. The thread interval is set to 15 ticks, which means that the text will effectively blink once every ½ second.
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At the same time the speech player will be playing back a recorded speech sample and the kernel thread will scan the keyboard and handle FNCTN-QUIT.

This example is included as file **example2.a99** in the spectra2 samples directory.

AORG >6000

\*--------------------------------------------------------------

\* Cartridge header

\*--------------------------------------------------------------

GRMHDR BYTE >AA,1,1,0,0,0

DATA PROG

BYTE 0,0,0,0,0,0,0,0

PROG DATA 0

DATA RUNLIB

HW BYTE 12

TEXT 'HELLO WORLD!'

\*--------------------------------------------------------------

\* Include required files & startup options

\*--------------------------------------------------------------

COPY "D:\Projekte\spectra2\tms9900\runlib.a99"

SPVMOD EQU GRAPH1 ; Video mode. See VIDTAB for details.

SPFONT EQU FNOPT7 ; Font to load. See LDFNT for details.

SPFCLR EQU >F0 ; Foreground/Background color for font.

SPFBCK EQU >01 ; Screen background color.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Main

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

MAIN BL @FILV

DATA >0380,>F0,16 ; Set color table

LI R0,>8370

MOV R0,@WTITAB ; Our timer table

BL @MKSLOT

DATA >000F,BLINK,EOL ; Run thread every 15 ticks

BL @SPPREP

DATA ROCK,SPOPT1 ; Speech player on / Speak external

MOVB @BD1,@>8369 ; Set toggle

B @TMGR ; Run scheduler

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Thread

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

BLINK NEG @>8368 ; Switch toggle

JLT BLIN2

BLIN1 BL @PUTAT

DATA >0A0A,HW ; Show "Hello World!" message

JMP BLIN3

BLIN2 BL @HCHAR

BYTE >0A,>0A,32,12 ; white space x

DATA EOL

BLIN3 B @SLOTOK ; Exit to Thread Scheduler

ROCK BYTE TALKON ; Speech data

BYTE >00,>E0,>80,>E2,>3B,>13,>50,>DC,>64,>00,>AA,>E9,>3C,>69

...

BYTE TALKOF

END

# Virtual keyboard

### VIRTKB subroutine

The spectra2 runtime supports a virtual TI-99/4A game keyboard controlled by the “kernel” thread. Each time the thread runs, it calls the subroutine VIRTKB for polling the keyboard/joystick status. It then maps the pressed keys as bit flags in the memory location @WVRTKB.

Benefit of the virtual keyboard is that you do not need to check both keyboard and joysticks. If you for example press ‘S’ on the keyboard, it reacts the same as if you pull joystick 1 to the left. They will both set the bit for the virtual key ‘K1LF’ in @WVRTKB to 1.  
  
Note that the virtual keyboard does not support all keys, but it does handle enough keys for supporting an arcade game. The subroutine also checks for FNCTN-QUIT and exits to the TI-99/4A title screen when pressed.

It also handles multiple keys. If you for example pull joystick 1 diagonally up/left, then it will set both virtual keys ‘K1UP’ and ‘K1LF’. Be aware, that the VIRTKB subroutine always scans the full keyboard. It is not possible to only scan left/right half of the keyboard.

### The ‘ANY’ key

As soon as the VIRTKB routine detects that a key is pressed (or joystick pulled), it will set bit 11 (ANYKEY) in the CONFIG register.

Use the below code to check if any key was pressed:

CHECK COC @ANYKEY,CONFIG ; ANY key pressed ?

JEQ MYLABL ; YES

B \*R11 ; NO, exit

MYLABL … ; Process key

### Support routines

Following subroutines in the spectra2 library are available when dealing with the virtual keyboard:

* **VIRTKB**The VIRTKB subroutine handles the scanning of the keyboard and maps it the corresponding bit flags in @WVRTKB. Normally you should not call VIRTKB directly, because this is all handle in the background by the “KERNEL” thread.

Check the “Thread scheduler” section at page 43 for further details on the kernel thread.

### Support equates

Below are the equates for checking virtual keys:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Equates for virtual keyboard (@WVRTKB)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* ; bit 0: ALPHA LOCK down 0=no 1=yes

\* ; bit 1: ENTER 0=no 1=yes

\* ; bit 2: REDO 0=no 1=yes

\* ; bit 3: BACK 0=no 1=yes

\* ; bit 4: Pause 0=no 1=yes

\* ; bit 5: \*free\* 0=no 1=yes

\* ; bit 6: P1 Left 0=no 1=yes

\* ; bit 7: P1 Right 0=no 1=yes

\* ; bit 8: P1 Up 0=no 1=yes

\* ; bit 9: P1 Down 0=no 1=yes

\* ; bit 10: P1 Space / fire / Q 0=no 1=yes

\* ; bit 11: P2 Left 0=no 1=yes

\* ; bit 12: P2 Right 0=no 1=yes

\* ; bit 13: P2 Up 0=no 1=yes

\* ; bit 14: P2 Down 0=no 1=yes

\* ; bit 15: P2 Space / fire / Q 0=no 1=yes

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

KALPHA EQU >8000 ; Virtual key alpha lock

KENTER EQU >4000 ; Virtual key enter

KREDO EQU >2000 ; Virtual key REDO

KBACK EQU >1000 ; Virtual key BACK

KPAUSE EQU >0800 ; Virtual key pause

KFREE EQU >0400 ; \*\*\*NOT USED YET\*\*\*

\*--------------------------------------------------------------

\* Keyboard Player 1

\*--------------------------------------------------------------

K1UPLF EQU >0280 ; Virtual key up + left

K1UPRG EQU >0180 ; Virtual key up + right

K1DNLF EQU >0240 ; Virtual key down + left

K1DNRG EQU >0140 ; Virtual key down + right

K1LF EQU >0200 ; Virtual key left

K1RG EQU >0100 ; Virtual key right

K1UP EQU >0080 ; Virtual key up

K1DN EQU >0040 ; Virtual key down

K1FIRE EQU >0020 ; Virtual key fire

\*--------------------------------------------------------------

\* Keyboard Player 2

\*--------------------------------------------------------------

K2UPLF EQU >0014 ; Virtual key up + left

K2UPRG EQU >000C ; Virtual key up + right

K2DNLF EQU >0012 ; Virtual key down + left

K2DNRG EQU >000A ; Virtual key down + right

K2LF EQU >0010 ; Virtual key left

K2RG EQU >0008 ; Virtual key right

K2UP EQU >0004 ; Virtual key up

K2DN EQU >0002 ; Virtual key down

K2FIRE EQU >0001 ; Virtual key fire

### Example

In the next example, we will be moving a sprite using the keyboard or joystick 1.

The main program prepares a copy of the Sprite Attribute Table (SAT) in RAM, displays an information message on screen and allocates a new thread (“MVBOX”) with a 1-tick repeat interval.

After the thread scheduler (TMGR) has taken over, it automatically starts the kernel thread and also execute the MVBOX thread every 1/50th or 1/60th of a second.

The keyboard scanning is automatically done by the kernel thread, the MVBOX subroutine only needs to check what virtual keys got pressed (using a bit compare), update the SAT copy and dump it to the VDP.

This example is included as file **example3.a99** in the spectra2 samples directory.
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AORG >6000

\*--------------------------------------------------------------

\* Cartridge header

\*--------------------------------------------------------------

GRMHDR BYTE >AA,1,1,0,0,0

DATA PROG

BYTE 0,0,0,0,0,0,0,0

PROG DATA 0

DATA RUNLIB

HW BYTE 15

TEXT 'MOVE THE SPRITE'

EVEN

\*--------------------------------------------------------------

\* Include required files

\*--------------------------------------------------------------

COPY "D:\Projekte\spectra2\tms9900\runlib.a99"

\*--------------------------------------------------------------

\* SPECTRA2 startup options

\*--------------------------------------------------------------

SPVMOD EQU GRAPH1 ; Video mode. See VIDTAB for details.

SPFONT EQU FNOPT7 ; Font to load. See LDFNT for details.

SPFCLR EQU >A0 ; Foreground/Background color for font.

SPFBCK EQU >01 ; Screen background color.

\*--------------------------------------------------------------

\* Our constans and variables in scratchpad memory

\*--------------------------------------------------------------

RAMSAT EQU >8340 ; Copy of mini-SAT in RAM memory (6 bytes)

RAMTAB EQU >8346 ; Timer table (4 bytes)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Main

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

MAIN BL @CPYM2M

DATA SPRITE,RAMSAT,6 ; Copy 6 bytes from ROM into scratchpad RAM

BL @CPYM2V

DATA >1000,PAT1,8 ; Dump sprite pattern

BL @PUTBOX

DATA >1503,>1A02,INFO,EOL ; Show text in box

MOV @MYTAB,@WTITAB ; Setup address of timer table

BL @MKSLOT

DATA >0002,MVBOX,EOL ; Create new timer slot

B @TMGR ; Handle FCTN-QUIT key, timers, etc.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* THREAD Move sprite: This routine is called from TMGR

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

MVBOX MOV R11,R0 ; Save R11 in R0

COC @WBIT11,CONFIG ; ANY key pressed ?

JNE MVBOX5 ; No, so exit

MOV @WVRTKB,R1 ; Get keyboard flags

MVBOX1 COC @KEY1,R1 ; Left ?

JNE MVBOX2

SB @BD2,@RAMSAT+1 ; X=X-2

MVBOX2 COC @KEY2,R1 ; Right ?

JNE MVBOX3

AB @BD2,@RAMSAT+1 ; X=X+2

MVBOX3 COC @KEY3,R1 ; Up ?

JNE MVBOX4

SB @BD2,@RAMSAT ; Y=Y-2

MVBOX4 COC @KEY4,R1 ; Down ?

JNE MVBOX5

AB @BD2,@RAMSAT ; Y=Y+2

MVBOX5 BL @CPYM2V ; Dump copy of SAT to VDP SAT

DATA >0300,RAMSAT,6 ; ... R11 is overwritten

B \*R0 ; ... so return using copy in R0

KEY1 DATA K1LF ; Left

KEY2 DATA K1RG ; Right

KEY3 DATA K1UP ; Up

KEY4 DATA K1DN ; Down

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Our constants

\*\*\*\*\*\*\*\*@\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*@\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

MYTAB DATA RAMTAB ; Location of timer table in scratchpad memory

SPRITE DATA >2020,>000F ; Row >20, col >20, pattern >00, color white

DATA >0D00 ; No more sprites

PAT1 DATA >FF81,>8181,>8181,>81FF

INFO BYTE 52

TEXT 'Use joystick 1 or keys E,S,D,X for moving sprite'

END

# Memory / Copy subroutines

|  |  |
| --- | --- |
| **MEMORY/COPY** |  |

## CPYM2M / XPYM2M

Copy ROM/RAM to RAM

|  |  |
| --- | --- |
| CPYM2M – Parameter in DATA statement | |
| **Call format** | MYTEST BL @CPYM2M  DATA P0,P1,P2 |
| **Input** | P0 = ROM/RAM source address  P1 = RAM destination address  P2 = Number of bytes to copy |
| **Example** | /samples/example3.a99 |

|  |  |
| --- | --- |
| XPYM2M – Parameter in register | |
| **Call format** | MYTEST BL @XPYM2M |
| **Input** | TMP0 = ROM/RAM source address  TMP1 = RAM destination address  TMP2 = Number of bytes to fill |
| **Example** | /samples/????.a99 |

**Description:**

Copy a CPU memory range. Source can be either in RAM or ROM. Destination must be RAM. Note that this subroutine uses some machinecode in scratch-pad memory for obtaining the best possible performance.

**Example:**

Copy 8K of cartridge ROM (>6000 - >7FFF) to high memory (>A000).  
  
MAIN BL @CPYM2M  
 DATA >6000,>A000,8192

LI TMP0,>6000

LI TMP1,>A000

LI TMP2,8192

BL @XPYM2M

|  |  |
| --- | --- |
| **MEMORY/COPY** |  |

## CPYM2V / XPYM2V

Copy ROM/RAM to VDP VRAM

|  |  |
| --- | --- |
| CPYM2V – Parameter in DATA statement | |
| **Call format** | MYTEST BL @CPYM2V  DATA P0,P1,P2 |
| **Input** | P0 = VDP VRAM destination address  P1 = ROM/RAM source address  P2 = Number of bytes to copy |
| **Example** | /samples/example3.a99 |

|  |  |
| --- | --- |
| XPYM2V – Parameter in register | |
| **Call format** | MYTEST BL @XPYM2V |
| **Input** | TMP0 = VDP VRAM destination address  TMP1 = ROM/RAM source address  TMP2 = Number of bytes to fill |
| **Example** | /samples/example6.a99 |

**Description:**

Copy a CPU memory range to VDP VRAM. Source can be either in RAM or ROM. Destination must be VRAM. Note that this subroutine uses some machinecode in scratch-pad memory for obtaining the best possible performance.

Has basically the same functionality as the Editor/Assembler VMBW utility.

**Example:**

Copy a color table from ROM to VDP RAM (>0380).  
  
MAIN BL @CPYM2V  
 DATA >0380,COLTAB,16

JMP $

COLTAB BYTE >03,>03,>03,>03,>05,>05,>07,>0F

BYTE >0F,>0F,>0F,>03,>03,>04,>04,>04

|  |  |
| --- | --- |
| **MEMORY/COPY** |  |

## CPYV2M / XPYV2M

Copy VDP VRAM to RAM

|  |  |
| --- | --- |
| CPYV2M – Parameter in DATA statement | |
| **Call format** | MYTEST BL @CPYV2M  DATA P0,P1,P2 |
| **Input** | P0 = VDP VRAM source address  P1 = RAM destination address  P2 = Number of bytes to copy |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| XPYV2M – Parameter in register | |
| **Call format** | MYTEST BL @XPYV2M |
| **Input** | TMP0 = VDP VRAM source address  TMP1 = RAM destination address  TMP2 = Number of bytes to copy |
| **Example** | /samples/????.a99 |

**Description:**

Copy a memory range from VDP VRAM to RAM. Note that this subroutine uses some machine code in scratch-pad memory for obtaining the best possible performance.

Has basically the same functionality as the Editor/Assembler VMBR utility.

**Example:**

Copy 16 bytes from VDP VRAM >0380 to scratchpad RAM >8370.  
  
MAIN BL @CPYV2M  
 DATA >0380,>8370,16

JMP $

|  |  |
| --- | --- |
| **MEMORY/COPY** |  |

## CPYG2M / XPYG2M

Copy GROM to RAM

|  |  |
| --- | --- |
| CPYG2M – Parameter in DATA statement | |
| **Call format** | MYTEST BL @CPYG2M  DATA P0,P1,P2 |
| **Input** | P0 = GROM source address  P1 = RAM destination address  P2 = Number of bytes to copy |
| **Example** | runlib.a99 |

|  |  |
| --- | --- |
| XPYG2M – Parameter in register | |
| **Call format** | MYTEST BL @XPYG2M |
| **Input** | TMP0 = GROM source address  TMP1 = RAM destination address  TMP2 = Number of bytes to copy |
| **Example** | /samples/????.a99 |

**Description:**

Copy a memory range from GROM to RAM. Note that this subroutine uses some machine code in scratch-pad memory for obtaining the best possible performance.

|  |  |
| --- | --- |
| **MEMORY/COPY** |  |

## CPYG2V / XPYG2V

Copy GROM to VDP VRAM

|  |  |
| --- | --- |
| CPYG2V – Parameter in DATA statement | |
| **Call format** | MYTEST BL @CPYG2V  DATA P0,P1,P2 |
| **Input** | P0 = GROM source address  P1 = VRAM destination address  P2 = Number of bytes to copy |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| XPYG2M – Parameter in register | |
| **Call format** | MYTEST BL @XPYG2V |
| **Input** | TMP0 = GROM source address  TMP1 = VRAM destination address  TMP2 = Number of bytes to copy |
| **Example** | /samples/????.a99 |

**Description:**

Copy a memory range from GROM to VDP VRAM. Note that this subroutine uses some machine code in scratch-pad memory for obtaining the best possible performance.

|  |  |
| --- | --- |
| **MEMORY/COPY** |  |

## FILM / XFILM

Fill RAM with byte

|  |  |
| --- | --- |
| FILM – Parameter in DATA statement | |
| **Call format** | MYTEST BL @FILM  DATA P0,P1,P2 |
| **Input** | P0 = RAM start address  P1 = Byte to fill  P2 = Number of bytes to fill |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| XFILM – Parameter in register | |
| **Call format** | MYTEST BL @XFILM |
| **Input** | TMP0 = RAM start address  TMP1 = Byte to fill  TMP2 = Number of bytes to fill |
| **Example** | /samples/????.a99 |

**Description:**

This routine is used for filling the specified CPU RAM range with a byte value. Note that this subroutine uses some machine code in scratch-pad memory for obtaining the best possible performance.

**Example:**

Fill high-memory range >A000 - >B000 with byte >FF.  
  
MAIN BL @FILM  
 DATA >6000,>FF,4096

|  |  |
| --- | --- |
| **MEMORY/COPY** |  |

## FILV / XFILV

Fill VDP VRAM with byte

|  |  |
| --- | --- |
| FILV – Parameter in DATA statement | |
| **Call format** | MYTEST BL @FILV  DATA P0,P1,P2 |
| **Input** | P0 = VDP VRAM start address  P1 = Byte to fill  P2 = Number of bytes to fill |
| **Example** | /samples/example2.a99 |

|  |  |
| --- | --- |
| XFILV – Parameter in register | |
| **Call format** | MYTEST BL @XFILV |
| **Input** | TMP0 = VDP VRAM start address  TMP1 = Byte to fill  TMP2 = Number of bytes to fill |
| **Example** | /samples/????.a99 |

**Description:**

This routine is used for filling the specified VDP VRAM memory range with a byte value. Note that this subroutine uses some machine code in scratch-pad memory for obtaining the best possible performance.

**Example:**

Clear the 16K of VDP VRAM memory (>0000 - >3FFF).  
  
MAIN BL @FILM  
 DATA >0000,>00,16384

# VDP low-level subroutines

|  |  |
| --- | --- |
| **VDP low-level** |  |

## VDWA

Setup VDP write address

|  |  |
| --- | --- |
| VDWA – Parameter in register | |
| **Call format** | MYTEST BL @VDWA |
| **Input** | TMP0 = VDP VRAM destination address |
| **Example** | Runlib.a99 |

**Description:**

Setup the VDP destination address for writing. Specify the VDP destination address in register TMP0. Useful if you need to insert some inline VSBW/VMBW code in your subroutine.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## VDRA

Setup VDP read address

|  |  |
| --- | --- |
| VDWA – Parameter in register | |
| **Call format** | MYTEST BL @VDRA |
| **Input** | TMP0 = VDP VRAM destination address |
| **Example** | runlib.a99 |

**Description:**

Setup the VDP destination address for reading. Specify the VDP destination address in register TMP0. Useful if you need to insert some inline VSBR/VMBR code in your subroutine.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## VPUTB / XVPUTB

Write a single byte to VDP VRAM

|  |  |
| --- | --- |
| VPUTB – Parameter in DATA statement | |
| **Call format** | MYTEST BL @VPUTB  DATA P0,P1 |
| **Input** | P0 = VDP VRAM destination address  P1 = Byte to write |
| **Example** | /samples/example4.a99 |

|  |  |
| --- | --- |
| XVPUTB – Parameter in register | |
| **Call format** | MYTEST BL @XVPUTB |
| **Input** | TMP0 = VDP VRAM destination address  TMP1 = Byte to write |
| **Example** | /samples/example5.a99 |

|  |  |
| --- | --- |
| **Dependencies** | VDWA |

**Description:**

Write a single byte to VDP VRAM. Has the same functionality as the Editor/Assembler VSBW utility.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## VGETB / XVGETB

Read a single byte from VDP VRAM

|  |  |
| --- | --- |
| VGETB – Parameter in DATA statement | |
| **Call format** | MYTEST BL @VGETB  DATA P0 |
| **Input** | P0 = VDP VRAM source address |
| **Output** | TMP0 = Byte read (in LO-byte) |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| XVGETB – Parameter in register | |
| **Call format** | MYTEST BL @XVGETB |
| **Input** | TMP0 = VDP VRAM source address |
| **Output** | TMP0 = Byte read (in LO-byte) |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | VDRA |

**Description:**

Read a single byte from VDP VRAM. Has the same functionality as the Editor/Assembler VSBR utility. The byte read is returned in the low-byte of register TMP0

|  |  |
| --- | --- |
| **VDP low-level** |  |

## VIDTAB / XIDTAB

Dump video mode table to VDP registers

|  |  |
| --- | --- |
| VIDTAB – Parameter in DATA statement | |
| **Call format** | MYTEST BL @VIDTAB  DATA P0 |
| **Input** | P0 = ROM/RAM address of video mode table |
| **Example** | runlib.a99 |

|  |  |
| --- | --- |
| XIDTAB – Parameter in register | |
| **Call format** | MYTEST BL @XIDTAB |
| **Input** | TMP0 = ROM/RAM address of video mode table |
| **Example** | /samples/????.a99 |

**Description:**

Instead of individually loading each of the VDP write-only registers, you can use this subroutine to load all 7 VDP write-only registers at once. For doing so, you need a table holding the required byte value for each of the registers. There are some default video mode tables bundled with the runtime library (e.g. GRAPH1, TXTMOD).

Note that the subroutine also calculates the base address of the pattern name table by checking the value of VDP register #2. It then stores the calculated address in scratchpad memory location WBASE.

Please refer to the TMS9918 VDP programmer’s guide for details on the 7 VDP registers.

|  |  |
| --- | --- |
|  |  |

See section “scratchpad memory setup” on page 23 (item c) for further details on the PNT base address.

Here’s a sample video mode table (included in the runtime library):

TXTMOD BYTE >00,>F2,>00,>0E,>01,>06,>80,SPFCLR

\*--------------------------------------------------------------

\* Textmode (40 columns)

\*--------------------------------------------------------------

\* ; VDP#0 Control bits

\* ; bit 6=0: M3 | Graphics 1 mode

\* ; bit 7=0: Disable external VDP input

\* ; VDP#1 Control bits

\* ; bit 0=1: 16K selection

\* ; bit 1=1: Enable display

\* ; bit 2=1: Enable VDP interrupt

\* ; bit 3=1: M1 \ TEXT MODE

\* ; bit 4=0: M2 /

\* ; bit 5=0: reserved

\* ; bit 6=1: 16x16 sprites

\* ; bit 7=0: Sprite magnification (1x)

\* ; VDP#2 PNT (Pattern name table) at >0000 (>00 \* >400)

\* ; VDP#3 PCT (Pattern color table) at >0380 (>0E \* >040)

\* ; VDP#4 PDT (Pattern descriptor table) at >0800 (>01 \* >800)

\* ; VDP#5 SAT (sprite attribute list) at >0300 (>06 \* >080)

\* ; VDP#6 SPT (Sprite pattern table) at >0400 (>80 \* >008)

\* ; VDP#7 Set foreground/background color

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Example:**

Switch the TMS9918 VDP into 40 columns mode (text-mode)

MAIN BL @VIDTAB  
 DATA TXTMOD

JMP $

|  |  |
| --- | --- |
| **VDP low-level** |  |

## PUTVR / PUTVRX

Load single VDP register with byte

|  |  |
| --- | --- |
| PUTVR – Parameter in DATA statement | |
| **Call format** | MYTEST BL @PUTVR  DATA P0 |
| **Input** | P0 = MSB contains the VDP target register  LSB contains byte to load |
| **Example** | /samples/game/hc\_source2.a99 |

|  |  |
| --- | --- |
| PUTVRX – Parameter in register | |
| **Call format** | MYTEST BL @PUTVRX |
| **Input** | TMP0 = MSB contains the VDP target register  LSB contains byte to load |
| **Example** | /samples/????.a99 |

**Description:**

Load single VDP write-only register with specified byte. Same functionality as the Editor/Assembler VWTR utility.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## PUTV01

Load VDP registers #0 and #1 from R14

|  |  |
| --- | --- |
| PUTVRX – Parameter in register | |
| **Call format** | MYTEST BL @PUTV01 |
| **Input** | R14 = MSB contains byte for VDP register #0  LSB contains byte for VDP register #1 |
| **Example** | runlib.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTVRX |

**Description:**

The spectra2 library uses CPU register R14 for holding a copy of VDP write-only registers #0 and #1. Basically one first sets/resets the corresponding bit masks in R14 and then uses the PUTV01 subroutine for loading the byte values in VDP register #0 and #1.

The high byte of R14 contains a copy of VDP write-only register #0.

The low byte of R14 contains a copy of VDP write-only register #1.

Various features of the VDP are controlled by bit flags in VDP register #0 and #1, e.g. current video mode, sprite magnification, interupt enabling, etc.

Please refer to the TMS9918 VDP programmer’s guide for further details.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## SCROFF

Turn screen off

|  |  |
| --- | --- |
| SCROFF – No parameter | |
| **Call format** | MYTEST BL @SCROFF |
| **Example** | /samples/game/hc\_source2.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 1 in VDP write-only register #1 to 0.

As a result the VDP will turn off the screen display and will open a permanent window for CPU access.

You normally use this command before drawing a new screen. Once it is fully drawn, you can then use the SCRON subroutine for turning on the screen again.

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 0. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## SCRON

Turn screen on

|  |  |
| --- | --- |
| SCRON – No parameter | |
| **Call format** | MYTEST BL @SCRON |
| **Example** | /samples/game/hc\_source2.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 1 in VDP write-only register #1 to 1.

As a result the VDP will turn on the screen display again.

You normally call the SCRON subroutine after issuing a SCROFF and doing some screen manipulation.

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 1. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## INTOFF

Disable VDP interrupt

|  |  |
| --- | --- |
| INTOFF – No parameter | |
| **Call format** | MYTEST BL @INTOFF |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 2 in VDP write-only register #1 to 0.

As a result the VDP will NOT trigger the CPU interrupt line at the end of the active screen area.

Note that the spectra2 thread scheduler (TMGR) continuously checks the VDP interrupt flag. **The scheduler will not work if you use INTOFF to disable VDP interrupts**.

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 0. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## INTON

Enable VDP interrupt

|  |  |
| --- | --- |
| INTON – No parameter | |
| **Call format** | MYTEST BL @INTON |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 2 in VDP write-only register #1 to 1.

As a result the VDP will trigger the CPU interrupt line at the end of the active screen display area, just before vertical retrace starts.

Note, that you can still mask the CPU interrupt by using the “LIMI 0” instruction.

This is the default setting when spectra2 is initialized.

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 1. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## SMAG1X

Set sprite magnification 1X

|  |  |
| --- | --- |
| SMAG1X – No parameter | |
| **Call format** | MYTEST BL @SMAG1X |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 7 in VDP write-only register #1 to 0.

As a result the VDP will remove the sprite magnification,

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 0. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## SMAG2X

Set sprite magnification 2X

|  |  |
| --- | --- |
| SMAG2X – No parameter | |
| **Call format** | MYTEST BL @SMAG2X |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 7 in VDP write-only register #1 to 1.

As a result the VDP will install sprite magnification. This means that 8x8 sprites become 16x16 and 16x16 sprites become 32x32.

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 1. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## S8X8

Set sprite size to 8x8 pixels

|  |  |
| --- | --- |
| S8X8 – No parameter | |
| **Call format** | MYTEST BL @S8X8 |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 6 in VDP write-only register #1 to 0.

As a result the VDP will set the sprite size to 8x8 pixels. It means that you need 8 bytes to define a sprite pattern.

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 0. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## S16X16

Set sprite size to 16x16 pixels

|  |  |
| --- | --- |
| S16X16 – No parameter | |
| **Call format** | MYTEST BL @S16X16 |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTV01, PUTVRX |

**Description:**

This subroutine sets bit 6 in VDP write-only register #1 to 1.

As a result the VDP will set the sprite size to 16x16 pixels. It means that you need 32 bytes to define a sprite pattern.

Please refer to the TMS9918 VDP programmer’s guide for further details.

Note that the corresponding bit in the VDP shadow register (R14) is also set to 1. See page 31 for details on R14.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## GTCLMN

Get number of columns per row

|  |  |
| --- | --- |
| GTCLMN – No parameter | |
| **Call format** | MYTEST BL @S16X16 |
| **Output** | TMP0 = Number of columns per row (32, 40, 64) |
| **Example** | runlib.a99 |

**Description:**

This subroutine checks the bit masks of the bytes in CPU register R14 (copy of VDP#0 & VDP#1) to determine how many columns there are in a row. This routine is used by some of the other VDP subroutines in spectra2.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## YX2PNT

Get VDP Pattern-Name-Table address for cursor YX position

|  |  |
| --- | --- |
| YX2PNT – Parameter in memory location | |
| **Call format** | MYTEST BL @YX2PNT |
| **Input** | @WYX |
| **Output** | TMP0 = VDP destination address |
| **Example** | /samples/example4.a99 |

**Description:**

This subroutine calculates the VDP address of the entry in the Pattern Name Table that matches with the cursor YX position (@WYX). The formula used is:

**VDP address = @WBASE + (Y \* columns per row) + X**

Note that the memory location @WBASE holds the VRAM base address of the VDP Pattern Name Table.

The subroutine checks the bit masks of the 2 bytes that make up CPU register R14 (copy of VDP#0 & VDP#1) to determine how many columns there are in a row. This routine is used by some of the other VDP subroutines in spectra2.

You can use multiple “virtual screens” by first loading @WBASE with the address of another PNT table.

Please refer to the TMS9918 VDP programmer’s guide for further details on the Pattern Name Table.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## YX2PX / YX2PXX

Get pixel position for cursor YX position

|  |  |
| --- | --- |
| YX2PX – Parameter in memory location | |
| **Call format** | MYTEST BL @YX2PX |
| **Input** | @WYX = YX value-pair  (CONFIG:0 = 1) = Skip sprite adjustment |
| **Output** | TMP0HB = Y pixel position  TMP0LB = X pixel position |
| **Example** | /samples/example4.a99 |

|  |  |
| --- | --- |
| YX2PXX – Parameter in register | |
| **Call format** | MYTEST BL @YX2PXX |
| **Input** | TMP0 = YX value-pair  (CONFIG:0 = 1) = Skip sprite adjustment |
| **Output** | TMP0HB = Y pixel position  TMP0LB = X pixel position |
| **Example** | /samples/example4.a99 |

**Description:**

This subroutine converts the tile based cursor YX position into the corresponding Y,X pixel coordinates using the below formula:

**Pixel Y = (Tile Y) \* 8**

**Pixel X = (Tile X) \* 8**

On subroutine exit, the most significant byte of register TMP0 will contain the Y pixel position and the least significant byte of register TMP0 will contain the X pixel position.

The functionality is useful for setting the sprite position based on the position of a tile.

Note that for sprites the top of screen is at >FF, not at >00. The subroutine automatically does the necessary adjustment. This feature can be turned off by setting bit 0 in the CONFIG register.

**Also note that the subroutine does not support multicolor and text mode.**

Please refer to the TMS9918 VDP programmer’s guide for further details on the Sprite Attribute Table.

|  |  |
| --- | --- |
| **VDP low-level** |  |

## PX2YX

Get tile YX position for pixel YX position

|  |  |
| --- | --- |
| PX2YX – Parameter in register | |
| **Call format** | MYTEST BL @PX2YX |
| **Input** | TMP0 = YX value-pair  (CONFIG:0 = 1) = Skip sprite adjustment |
| **Output** | TMP0HB = Y tile position  TMP0LB = X tile position  TMP1HB = Y pixel offset  TMP1LB = X pixel offset |
| **Example** | /samples/????.a99 |

**Description:**

This subroutine converts a –sprite- YX pixel position into the corresponding Y,X tile coordinates using the below formula:

**Tile Y = (Pixel Y) / 8**

**Tile X = (Pixel X) / 8**

**Offset Y = (Pixel Y) modulus 8**

**Offset X = (Pixel X) modulus 8**

On subroutine exit, the most significant byte of register TMP0 will contain the Y tile position and the least significant byte of register TMP0 will contain the X tile position.

The most significant byte of register TMP1 contains the Y offset.

The least significant byte of register TMP1 contains the X offset.

Both the Y and X offset are expressed in pixels.

The functionality is useful for setting a character tile based on the position of a sprite.

Note that for sprites the top of screen is at >FF, not at >00. The subroutine automatically does the necessary adjustment. This feature can be turned off by setting bit 0 in the CONFIG register.

**Also note that the subroutine does not support multicolor and text mode.**

Please refer to the TMS9918 VDP programmer’s guide for further details on the Sprite Attribute Table.

# VDP tiles & patterns subroutines

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## LDFNT

Load TI-99/4A character font from GROM into VRAM

|  |  |
| --- | --- |
| LDFNT – Parameter in DATA statement | |
| **Call format** | MYTEST BL @LDFNT  DATA P0,P1 |
| **Input** | P0 = VDP VRAM destination address  P1 = Font options |
| **Example** | runlib.a99 |

**Description:**

The LDFNT subroutine is used to copy the built-in character font from the TI-99/4A operating system GROMs into VDP VRAM memory.

We can save valuable ROM space by using the fonts available in the TI-99/4A itself. Note that it’s also possible to apply a “bold” effect to the fonts. That way you get a new font that looks nice for games.

Parameter P0 must contain the VDP destination address.

Below are the possible values for parameter P1.

FNOPT1 EQU >0000 ; LDFNT => Load TI title screen font

FNOPT2 EQU >0006 ; LDFNT => Load upper case font

FNOPT3 EQU >000C ; LDFNT => Load upper/lower case font

FNOPT4 EQU >0012 ; LDFNT => Load lower case font

FNOPT5 EQU >8000 ; LDFNT => Load TI title screen font & make fat

FNOPT6 EQU >8006 ; LDFNT => Load upper case font & make fat

FNOPT7 EQU >800C ; LDFNT => Load upper/lower case font & make fat

FNOPT8 EQU >8012 ; LDFNT => Load lower case font & make fat

The LDFNT routine is automatically called when the spectra2 library is initalized.

Please also see details on the SPFONT equate in the “Library startup options” section on page 21.

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## PUTSTR

Put length-byte prefixed string at cursor position

|  |  |
| --- | --- |
| PUTSTR – Parameter in DATA statement | |
| **Call format** | MYTEST BL @PUTSTR  DATA P0 |
| **Input** | P0 = Pointer to length-byte prefixed string  @WYX = Cursor YX position |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| XUSTSTR – Parameter in register | |
| **Call format** | MYTEST BL @XUTSTR |
| **Input** | TMP0 = Pointer to length-byte prefixed string  @WYX = Cursor YX position |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | YX2PNT, XPYM2V |

**Description:**

The PUTSTR subroutine is used to display a length-byte prefixed string at the current cursor position (@WYX). Both rows and columns start with 0.

In other words: the 1st row, 1st column is at YX position 0,0.

Parameter P0 must contain the address of the string to display.

The first byte of that string must contain the string length.

The subroutine supports string with a maximum length of 255 characters. There are no boundary checks. It is for example possible to display a string on row 85. That makes it possible to do some cool effects when working with multiple “virtual screens”.

**Example:**

Display string “Hello World” on row 5, column 15

MAIN LI R0,>050F ; Y=5, X=15

MOV R0,@WYX ; Load cursor

BL @PUTSTR ; Display string

DATA HELLOW

B @TMGR ; Handle FCTN-QUIT key, etc.

HELLOW BYTE 12

TEXT ‘HELLO WORLD!’

END

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## PUTAT

Put length-byte prefixed string at position Y,X

|  |  |
| --- | --- |
| PUTAT – Parameter in DATA statement | |
| **Call format** | MYTEST BL @PUTAT  DATA P0 |
| **Input** | P0 = YX position  P1 = Pointer to length-byte prefixed string |
| **Example** | /samples/example1.a99 |

|  |  |
| --- | --- |
| **Dependencies** | PUTSTR, YX2PNT, XPYM2V |

**Description:**

The PUTAT subroutine is used to display a length-byte prefixed string at the cursor position specified in parameter P0.

The most-significant byte of parameter P0 must contain the row value, the least-significant byte of P0 contains the column value. Both rows and columns start with 0.

In other words: the 1st row, 1st column is at YX position 0,0.

**Note that this subroutine overwrites the cursor YX position (@WYX).**

Parameter P1 must contain the address of the string to display.

The first byte of that string must contain the string length.

The subroutine supports strings with a maximum length of 255 characters. There are no boundary checks. It is for example possible to display a string on row 85. That makes it possible to do some cool effects when working with multiple “virtual screens”.

**Example:**

Display string “Hello World” on row 5, column 15

MAIN BL @PUTSTR ; Display string

DATA >050F,HELLOW

B @TMGR ; Handle FCTN-QUIT key, etc.

HELLOW BYTE 12

TEXT ‘HELLO WORLD!’

END

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## HCHAR

Repeat characters horizontally at position Y,X

|  |  |
| --- | --- |
| HCHAR – Parameter in DATA statement | |
| **Call format** | MYTEST BL @HCHAR  DATA P0,P1  …  DATA EOL |
| **Input** | P0 = YX position  P1 = MSB: Character to write  LSB: Number of times to repeat |
| **Example** | /samples/example2.a99 |

|  |  |
| --- | --- |
| **Dependencies** | YX2PNT, XFILV |

**Description:**

The HCHAR subroutine is comparable to the TI-Basic CALL HCHAR statement. It repeats characters horizontally.

The most-significant byte of parameter P0 must contain the row value, the least-significant byte of P0 must contain the column value. Both rows and columns start with 0.

In other words: the 1st row, 1st column is at YX position 0,0.

**Note that this subroutine overwrites the cursor YX position (@WYX).**

The most-significant byte of Parameter P1 must contain the character to write. The least-significant byte of Parameter P1 must contain the number of times the character should be repeated.

The HCHAR subroutine expects a list of parameters. With one HCHAR call you can draw multiple horizontal lines. **You need to specify the End-Of-List marker in the last DATA statement by using the EOL equate.**

Also note that there are no boundary checks. It is for example possible to do a HCHAR on row 85. This feature is especially useful when working with multiple “virtual screens”.

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## VCHAR

Repeat characters vertically at position Y,X

|  |  |
| --- | --- |
| VCHAR – Parameter in DATA statement | |
| **Call format** | MYTEST BL @VCHAR  DATA P0,P1  …  DATA EOL |
| **Input** | P0 = YX position  P1 = MSB: Character to write  LSB: Number of times to repeat |
| **Example** | /samples/game/hc\_source2.a99 |

|  |  |
| --- | --- |
| **Dependencies** | GTCLMN, YX2PNT |

**Description:**

The VCHAR subroutine is comparable to the TI-Basic CALL VCHAR statement. It repeats characters vertically.

The most-significant byte of parameter P0 must contain the row value. The least-significant byte of P0 must contain the column value. Both rows and columns start with 0.

In other words: the 1st row, 1st column is at YX position 0,0.

**Note that this subroutine overwrites the cursor YX position (@WYX).**

The most-significant byte of Parameter P1 must contain the character to write. The least-significant byte of Parameter P1 must contain the number of times the character should be repeated.

The VCHAR subroutine expects a list of parameters. With one VCHAR call you can draw multiple vertical lines. **You need to specify the End-Of-List marker in the last DATA statement by using the EOL equate.**

Also note that there are no boundary checks. It is for example possible to do a VCHAR on row 85. This feature is especially useful when working with multiple “virtual screens”.

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## FILBOX

Fill box with characters at position Y,X

|  |  |
| --- | --- |
| FILBOX – Parameter in DATA statement | |
| **Call format** | MYTEST BL @FILBOX  DATA P0,P1  …  DATA EOL |
| **Input** | P0HB = Upper left corner Y  P0LB = Upper left corner X  P1HB = Width  P1LB = Height  P2HB = >00  P2LB = Character to fill |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | YX2PNT, XFILV |

**Description:**

The FILBOX subroutine fills the specified rectangular area with characters.

The most-significant byte of parameter P0 must contain the row value. The least-significant byte of P0 must contain the column value. Both rows and columns start with 0.

In other words: the 1st row, 1st column is at YX position 0,0.

**Note that this subroutine overwrites the cursor YX position (@WYX).**

The most-significant byte of parameter P1 specifies the width of the area. The least-significant byte of parameter P1 specifies the height of the area.

The most-significant byte of parameter P2 should be set to the byte value >00 and is not used. The least-significant byte of parameter P2 specifies the character for filling the area.

The FILBOX subroutine handles multiple data statements. **You need to specify the End-Of-List marker in the last DATA statement by using the EOL equate.**

Also note that there are no boundary checks. It is for example possible to do a FILBOX call for row 85. This feature is especially useful when working with multiple “virtual screens”.

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## PUTBOX

Put length-prefixed string in box at position Y,X

|  |  |
| --- | --- |
| PUTBOX – Parameter in DATA statement | |
| **Call format** | MYTEST BL @PUTBOX  DATA P0,P1  …  DATA EOL |
| **Input** | P0HB = Upper left corner Y  P0LB = Upper left corner X  P1HB = Width  P1LB = Height  P2 = Pointer to length-prefixed string |
| **Example** | /samples/game/hc\_source2.a99 |

|  |  |
| --- | --- |
| **Dependencies** | YX2PNT, XFILV |

**Description:**

The PUTBOX subroutine fills the specified rectangular area with the length-prefixed string.

The most-significant byte of parameter P0 must contain the row value. The least-significant byte of P0 must contain the column value. Both rows and columns start with 0.

In other words: the 1st row, 1st column is at YX position 0,0.

**Note that this subroutine overwrites the cursor YX position (@WYX).**

The most-significant byte of parameter P1 specifies the width of the area. The least-significant byte of parameter P1 specifies the height of the area.

Parameter P2 must contain the address of the string to display in the area. The first byte of that string must contain the string length. The subroutine supports string with a maximum length of 255 characters.

**Note that if the string is too short for filling the whole rectangular area, it will be automatically repeated until it fits.**

The PUTBOX subroutine handles multiple data statements. **You need to specify the End-Of-List marker in the last DATA statement by using the EOL equate.**

Also note that there are no boundary checks. It is for example possible to do a PUTBOX call for row 85. This feature is especially useful when working with multiple “virtual screens”.

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## MKNUM

Convert unsigned number to right-justified string

|  |  |
| --- | --- |
| MKNUM – Parameter in DATA statement | |
| **Call format** | MYTEST BL @MKNUM  DATA P0,P1,P2 |
| **Input** | P0 = Pointer to 16 bit unsigned number  P1 = Pointer to 5 byte string buffer  P2HB = Offset for ASCII digit  P2LB = Character for replacing leading 0's  Optional  (CONFIG:0 = 1) = Display number at cursor YX  @WYX = Cursor YX position |
| **Output** | 5 byte string buffer will contain converted number |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | XUTSTR |

**Description:**

The MKNUM subroutine converts a 16 bit unsigned number (0-65535) into a right-justified string.

Parameter P0 must contain the address of the memory location holding the 16 bit unsigned number.

Parameter P1 must contain the address of a working buffer in RAM (5 bytes). This buffer will also contain the generated string.

The most-significant byte of parameter P2 must contain the ASCII offset for digit 0. The offset depends on what ASCII characters you use for holding the digits 0-9. If you for example load patterns for 0-9 overriding characters A-J, then you would load the byte value >41 (decimal 65).

This functionality is useful, if you have multiple characters sets for displaying a score (e.g. with different colours) or if you relocated the digits to a more suitable location in the pattern table.

The least-significant byte of parameter P2 must contain the ASCII value of the padding character. This character will be used for replacing the leading 0’s. That could for example be a white-space character or the ASCII value of the character holding digit 0.

Suppose you have the value “123”. Using the MKNUM subroutine you could convert it to the string “00123” or “ 123”.

Following equates are available for parameter P2:

NUM1 EQU >3030 ; MKNUM => ASCII 0-9, leading 0's

NUM2 EQU >3020 ; MKNUM => ASCII 0-9, leading spaces

**You can optionally display the generated string at the current cursor YX position by setting bit 0 in the CONFIG register.**

|  |  |
| --- | --- |
| **VDP tiles & patterns** |  |

## PUTNUM

Put unsigned number on screen

|  |  |
| --- | --- |
| PUTNUM – Parameter in DATA statement | |
| **Call format** | MYTEST BL @PUTNUM  DATA P0,P1,P2,P3 |
| **Input** | P0 = YX position  P1 = Pointer to 16 bit unsigned number  P2 = Pointer to 5 byte string buffer  P3HB = Offset for ASCII digit  P3LB = Character for replacing leading 0's |
| **Output** | 5 byte string buffer will contain converted number |
| **Example** | /samples/example5.a99 |

|  |  |
| --- | --- |
| **Dependencies** | MKNUM, XUTSTR |

**Description:**

The PUTNUM subroutine converts a 16 bit unsigned number (0-65535) into a right-justified string and displays it on screen.

The most-significant byte of parameter P0 must contain the row value. The least-significant byte of P0 must contain the column value.

Both rows and columns start with 0.

In other words: the 1st row, 1st column is at YX position 0,0.

**Note that this subroutine overwrites the cursor YX position (@WYX).**

Parameter P1 must contain the address of the memory location holding the 16 bit unsigned number.

Parameter P2 must contain the address of a working buffer in RAM (5 bytes). This buffer will also contain the generated string.

The most-significant byte of parameter P3 must contain the ASCII offset for digit 0. The offset depends on what ASCII characters you use for holding the digits 0-9. If you for example load patterns for 0-9 overriding characters A-J, then you would load the byte value >41 (decimal 65).

This functionality is useful, if you have multiple characters sets for displaying a score (e.g. with different colors) or if you relocated the digits to a more suitable location in the pattern description table.

The least-significant byte of parameter P3 must contain the ASCII value of the padding character. This character will be used for replacing the leading 0’s. That could for example be a white-space character or the ASCII value of the character holding digit 0.

Suppose you have the value “123”. Using the PUTNUM subroutine you could display the string “00123” or “ 123”.

Following equates are available for parameter P3:

NUM1 EQU >3030 ; MKNUM => ASCII 0-9, leading 0's

NUM2 EQU >3020 ; MKNUM => ASCII 0-9, leading spaces

# Sound & speech subroutines

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## MUTE

Mute all sound generators and clear sound pointer

|  |  |
| --- | --- |
| MUTE – No parameter | |
| **Call format** | MYTEST BL @MUTE |
| **Example** | /samples/game/hc\_source2.a99 |

**Description:**

The MUTE subroutine is used for muting all sound generators. It additionally clears memory location @WSDLST (address of tune currently playing) and turns off the sound player by resetting bit 13 in the CONFIG register.

For further details please refer to the SDPREP and SDPLAY subroutines.

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## MUTE2

Mute all sound generators

|  |  |
| --- | --- |
| MUTE2 – No parameter | |
| **Call format** | MYTEST BL @MUTE2 |
| **Example** | /samples/game/hc\_source2.a99 |

**Description:**

The MUTE2 subroutine is used for muting all sound generators. It additionally turns off the sound player by resetting bit 13 in the CONFIG register.

However, subroutine MUTE2 does not clear memory location (@WSDLST).

So due to this, you basically use MUTE2 for pausing the sound player.

For further details please refer to the SDPREP and SDPLAY subroutines.

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## SDPREP

Prepare for playing sound

|  |  |
| --- | --- |
| SDPREP – Parameter in DATA statement | |
| **Call format** | MYTEST BL @SDPREP  DATA P0,P1 |
| **Input** | P0 = Address of tune  P1 = Option flags for sound player |
| **Example** | /samples/game/hc\_source1.a99 |

**Description:**

The SDPREP subroutine initializes the CONFIG register bits 13-15 and sets some memory addresses (@WSDLST, @WSDTMP) used by the built-in sound player. It also loads the least-significant byte of R13 with 1.

The sound player (SDPLAY) itself is automatically called by the kernel background thread on each VDP interrupt.

Parameter P0 contains the address of the tune to play. Note that the tune data must already be present in either ROM/RAM or VRAM.

The sound table format is compatible to the format supported by the ISR sound routine found in the console ROM.

Parameter P1 contains the option flags for the tune. It specifies if the tune should be played from ROM/RAM or VRAM. Additionally it specifies if the tune should automatically start over when finished.

The below equates are available for parameter P1

SDOPT1 EQU 7 ; SDPLAY => 111 (Player on, repeat, tune in CPU memory)

SDOPT2 EQU 5 ; SDPLAY => 101 (Player on, no repeat, tune in CPU memory)

SDOPT3 EQU 6 ; SDPLAY => 110 (Player on, repeat, tune in VRAM)

SDOPT4 EQU 4 ; SDPLAY => 100 (Player on, no repeat, tune in VRAM)

Please refer to the Editor/Assembler manual page 312 for details on the ISR sound table format.

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## SDPLAY

Run the sound player

|  |  |
| --- | --- |
| SDPLAY – No parameter | |
| **Call format** | MYTEST BL @SDPLAY |
| **Example** | - |

**Description:**

The SDPLAY subroutine is the built-in sound player. It is normally automatically called by the background kernel thread on each VDP interrupt. It means this code is executed 60 times a second on NTSC and 50 times a second on a PAL machine.

The sound format is compatible to the sound format of the ISR sound routine found in the console ROM.

It’s still possible to call the SDPLAY subroutine from your program in case you are not using the background kernel thread. That’d allow for some custom effects like slowing down or speeding up a tune.

The SDPREP subroutine must be used for setting up memory before a tune can be played.

The sound player uses bit 13,14,15 in the CONFIG register. You can turn off the sound player by setting bit 13 to 0. You have to use the MUTE subroutine if a tune is already in progress.

Please refer to the Editor/Assembler manual page 312 for details on the ISR sound table format.

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## SPSTAT

Read status register byte from speech synthesizer

|  |  |
| --- | --- |
| SPSTAT – No parameter | |
| **Call format** | MYTEST LI TMP2,MYRET  B @SPSTAT |
| **Output** | MSB TMP0 = speech synth status code |
| **Example** | runlib.a99 |

**Description:**

The SPSTAT subroutine is used for checking the speech synth FIFO buffer fill grade. You normally do not need to run this subroutine in your program, as it’s automatically handled by the built-in speech player (SPPLAY).

Nonetheless, should you need to call the SPSTAT subroutine, you’ll have to use “B @SPSTAT” after loading register TMP2 with the return address to branch to upon subroutine exit.

Upon exit register TMP0 will contain the speech synthesizer status code.

Note that the 32K memory expansion is not available when the speech synthesizer status register is accessed. Therefore the SPSTAT subroutine loads and executes some machine code in scratchpad memory (>8320 - >8327).

Please refer to the Editor Assembler manual, section 22 page 352 for further details on using speech on the TI-99/4A.

Also see the TMS5220 Speech Synthesizer Data Manual, section 5.2 (FIFO Buffer) and section 5.4 (Status Register)

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## SPCONN

Check if speech synthesizer is connected

|  |  |
| --- | --- |
| SPCONN – No parameter | |
| **Call format** | MYTEST BL @SPCONN |
| **Output** | LSB TMP0 = AA if speech synthesizer found  CONFIG#10 = 1/0 |
| **Example** | /samples/????.a99 |

|  |  |
| --- | --- |
| **Dependencies** | SPSTAT |

**Description:**

The SPCONN subroutine is used for checking if the speech synthesizer is connected. Upon exit the least-significant byte of register TMP0 will contain the speech synthesizer status code.

The latter will equal >AA if a speech synthesizer is connected.

You normally do not need to call this subroutine in your program. The RUNLIB subroutine does that for you upon library initialisation and stores the results in bit 10 of the CONFIG register.

For further details please refer to section 22.1.6 page 354 in the Editor/Assembler manual.

Please refer to the library initialisation section for further details on RUNLIB and the CONFIG register usage.

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## SPPREP

Prepare for playing speech

|  |  |
| --- | --- |
| SPPREP – Parameter in DATA statement | |
| **Call format** | MYTEST BL @SPPREP  DATA P0 |
| **Input** | P0 = Address of LPC speech data |
| **Example** | /samples/example2.a99 |

**Description:**

The SPPREP subroutine prepares memory and the CONFIG register for playing speech. It loads the value of parameter P0 into memory location (@WSPEAK).

The speech player (SPPLAY) itself is automatically called by the thread scheduler routine (TMGR).

Parameter P0 specifies the memory address (ROM/RAM) where the LPC encoded speech data can be found.

|  |  |
| --- | --- |
| **SOUND & SPEECH** |  |

## SPPLAY

Run the speech player

|  |  |
| --- | --- |
| SPPLAY – No parameter | |
| **Call format** | MYTEST BL @SPPLAY |
| **Example** | - |

**Description:**

The SPPLAY subroutine is the built-in speech player. You normally do not need to call the SPPLAY subroutine from your program. This is automatically handled in the background by the thread scheduler (TMGR).

Communicating with the speech synthesizer device is very critical as far as timing is concerned. That is why the speech player code is called from inside the thread scheduler code itself.

The SPPREP subroutine must be used for setting up memory before speech can be activated.

The speech player (SPPLAY) included in spectra2 supports:

* **Playback recorded speech from an external source**

In that case the LPC encoded voice data is either available in cartridge ROM or loaded into RAM.

Note that the speech player uses bit 3,4,5 in the CONFIG register.

The speech player can be turned off by setting bit 3 in the CONFIG register to 0.

# Keyboard & joystick subroutines

|  |  |
| --- | --- |
| **KEYBOARD & JOYSTICKS** |  |

## VIRTKB

The virtual keyboard implementation

|  |  |
| --- | --- |
| KBSCAN – No parameter | |
| **Call format** | MYTEST BL @KBSCAN |
| **Output** | @WVRTKB |
| **Example** | runlib.a99 |

**Description:**

Spectra2 knows the concept of a “virtual keyboard”. It basically maps most game keys and joysticks 1 and 2 on a bit mask. The concept used to accomplish this is explained in the “Virtual Keyboard” section. Check there for examples, etc.

Normally there is no need to call the KBSCAN from your program. It’s automatically handled by the background kernel thread (KERNEL) which is part of the runtime library.

The VIRTKB subroutine uses bit 11 in the CONFIG register. Upon completion, the keys presses are stored as bit flags in the memory word @WVRTKB.

# Thread scheduler subroutines

|  |  |
| --- | --- |
| **Thread Scheduler** |  |

## TMGR

The thread scheduler

|  |  |
| --- | --- |
| TMGR – No parameter | |
| **Call format** | MYTEST B @TMGR |
| **Example** | /samples/example2.a99 |

**Description:**

The TMGR subroutine is the spectra2 thread scheduler. It’s pretty much the main subroutine responsible for running background jobs such as the kernel thread and any additional threads started by the user.

The “Thread Scheduler” section explains in detail how the scheduler works and how to use it. Check there for examples, etc.

You can start the scheduler with “**B @TMGR**” after initialisation in the main program has completed.

Make sure you checked the below before initiating TMGR, it will save you a lot of time searching for program crashes:

* Memory address WTITAB (2 bytes) set with address of your timer table.
* Timer table initialized with >00 bytes.
* Memory address BTIHI (1 byte!) set with highest timer slot in use.

|  |  |
| --- | --- |
| **Thread Scheduler** |  |

## MKSLOT

Allocate timer slots

|  |  |
| --- | --- |
| TMGR – Parameter in DATA statement | |
| **Call format** | MYTEST BL @MKSLOT  DATA P0,P1  …  DATA EOL |
| **Input** | P0HB = Slot number  P0LB = Repeat interval  P1 = Subroutine to call |
| **Example** | /samples/example5.a99 |

**Description:**

The MKSLOT subroutine is used to allocate timer slots for running threads. The subroutine allows you to allocate non-sequential slots, e.g. allocate slots 0,3,4,7 (without touching slots 1,2,5,6).

See the “Threads” sections for details on timer table layout.

The most significant byte of parameter P0 is the slot number to use. The amount of available slots is determined by the size of the timer table in RAM memory.

The least significant byte of parameter P0determines the interval at which the task scheduler should run the subroutine specified in parameter P1. The value for the interval is defined in ticks per second.

Parameter P1contains the address of the subroutine to call via BL when the slot is fired.

The MKSLOT subroutine handles multiple data statements. **You need to specify the End-Of-List marker in the last DATA statement by using the EOL equate.**

Make sure that you set the memory word @WTITAB (2 bytes) with the address of your timer table before calling MKSLOT the first time.

Don’t forget to update the memory location @WBTIHI (1 byte!) with the highest slot in use.

Note that if you have many slots to allocate at once, you could copy a preset slot table from ROM into RAM without using the MKSLOT subroutine

|  |  |
| --- | --- |
| **Thread Scheduler** |  |

## CLSLOT

Clear allocated timer slot

|  |  |
| --- | --- |
| CLSLOT – Parameter in DATA statement | |
| **Call format** | MYTEST BL @CLSLOT  DATA P0 |
| **Input** | P0 = Slot number |
| **Example** | /samples/game/hc\_source2.a99 |

|  |  |
| --- | --- |
| XLSLOT – Parameter in register | |
| **Call format** | MYTEST BL @XLSLOT |
| **Input** | TMP0 = Slot number |
| **Example** | /samples/????.a99 |

**Description:**

Use the CLSLOT subroutine to remove a single running slot. It means that the subroutine marked in the specified slot will no longer be executed.

Note that using CLSLOT does not re-arrange the remaining slots in the timer table. Due to this you can get holes in the timer table over time. It’s pretty much the responsibility of the programmer to keep track of what slots can be reused for new threads.

Parameter P0 must contain the slot number of the slot to clear.

|  |  |
| --- | --- |
| **Thread Scheduler** |  |

## KERNEL

The kernel thread

|  |  |
| --- | --- |
| KERNEL – No parameter | |
| **Call format** | MYTEST B @KERNEL |
| **Input** | P0 = Slot number |
| **Example** | - |

**Description:**

The KERNEL subroutine is used for doing certain basic background tasks such as running the sound player (SDPLAY) and scanning the virtual keyboard (VIRTKB). You can’t call the KERNEL subroutine directly from your program. It’s completely controlled by the Thread Scheduler code (TMGR).

The kernel thread can be deactivated by resetting bit 9 in the CONFIG register.

Please refer to the “Threads” section for further details on the kernel thread.

|  |  |
| --- | --- |
| **Thread Scheduler** |  |

## MKHOOK

Allocate the user hook

|  |  |
| --- | --- |
| MKHOOK – Parameter in DATA statement | |
| **Call format** | MYTEST BL @MKHOOK  DATA P0 |
| **Input** | P0 = Address of user hook |
| **Example** | /samples/game/hc\_source2.a99 |

**Description:**

The MKHOOK subroutine is responsible for allocating the user hook.

The idea is that you use the user hook for stuff that isn’t bound to the VDP interrupt and that needs to be executed very often (more than 50 or 60 times a second), e.g. checking the coincidence flag in the VDP status register.

Parameter P0 contains the address of the user hook, a user-supplied subroutine that is executed each time the VDP status register is read.

The MKHOOK routine will move the address in P0 to memory location @WHOOK. It then sets bit 7 and resets bit 8 in the CONFIG register.

Note that the user hook code must always exit with a "B @HOOKOK" for returning to the thread scheduler.

Please refer to the “Threads” section for the full details on the user hook concept.

# Miscellaneous subroutines

|  |  |
| --- | --- |
| **Miscellaneous** |  |

## POPR(0-3) or POPRT

Pop registers & return to caller

|  |  |
| --- | --- |
| POPR(0-3) or POPRT – No parameter | |
| **Call format** | MYTEST B @POPR3  MYTEST B @POPR2  MYTEST B @POPR1  MYTEST B @POPR0  MYTEST B @POPRT |
| **Example** | /samples/????.a99 |

**Description:**

These routines pop the specified registers from the stack and then returns to the caller. It expects that the return address (R11) is at the bottom.

Use POPRT if you only want to pop R11 and return.

**Note that –by default- STACK is an equate for R9.**

See the “Stack” section on page 40 for further details.

**Example:**

Suppose you have a subroutine MYTEST that changes R0 and R1. You want to make sure that upon subroutine exit R0 and R1 keep their original values.

MAIN LI R0,15  
 LI R1,22

BL @MYTEST ; Upon return; R0=15, R1=22  
 JMP $ ; Soft halt  
MYTEST DECT STACK

MOV R11,\*STACK ; Push R11 (return address)

DECT STACK

MOV R0,\*STACK ; Push R0 on stack (value 15)

DECT STACK

MOV R1,\*STACK ; Push R1 on stack (value 22)

LI R0,99 ; Overwrite R0

CLR R1 ; Overwrite R1

B @POPR1 ; Pop R1,R0,R11 from stack and return

|  |  |
| --- | --- |
| **Miscellaneous** |  |

## RND / RNDX

Generate random number

|  |  |
| --- | --- |
| RND – Parameter in DATA statement | |
| **Call format** | MYTEST BL @RND  DATA P0 |
| **Input** | P0 = Highest random number allowed |
| **Output** | TMP0 = Random number |
| **Example** | /samples/example5.a99 |

|  |  |
| --- | --- |
| RNDX – Parameter in register | |
| **Call format** | MYTEST BL @RNDX |
| **Input** | TMP0 = Highest random number allowed |
| **Output** | TMP0 = Random number |
| **Example** | /samples/example5.a99 |

**Description:**

The RND subroutine generates a new random number in the range between 0 and P0. The subroutine uses and updates the seed value stored in memory location @WSEED.

Parameter P0 must contain the highest number allowed.

The generated random number is returned in register TMP0.

The seed value in memory location @WSEED is populated for the first time when the library gets initialized. The value is copied from scratch-pad memory location @>83C0 which is set by the monitor OS.

The original seed value is based on a counter waiting for a key-press in the TI selection screen.

|  |  |
| --- | --- |
| **Miscellaneous** |  |

## RUNLIB

Initialize spectra2 runtime library

|  |  |
| --- | --- |
| RND – No parameter | |
| **Call format** | MYTEST B @RUNLIB |
| **Example** | /samples/example1.a99 |

|  |  |
| --- | --- |
| **Dependencies** | CPYM2M, CPYG2M, FILV, MUTE, VIDTAB, LDFNT |

**Description:**

The RUNLIB subroutine initializes the spectra2 runtime library. It must be the first thing that gets executed when a program is started.

It does many tasks as clearing RAM and VDP VRAM memory, setting the VDP in a defined state, checking the console it’s running on, etc.

It will jump to the main program (label MAIN), once it has completed the initialisation process.

For the full details please refer to the “Runtime library initialisation” section.

# Appendix: examples & source code